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ABSTRACT

Pair programming has been common practice in the programming industry during last three decades, but only recently did it start to draw the attention as a teaching strategy. This paper investigates whether we should introduce pair programming at the beginning of the semester, instead later in the semester. To perform this investigation, we performed a control group empirical study wherein pair programming was used in the first half of the semester (in one section of introductory CS course). The control group (the other section of the same course) introduced pair programming in the second half of the semester.

This study supported the implementation of specific assessment strategies to assess individual programming abilities during pair programming situations. Results found that students perceive pair programming as being beneficial and all of the subjects who used pair programming indicated that they would prefer using it again as opposed to working individually.
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1. INTRODUCTION

Pair programming (PP), by definition, is a programming technique in which two programmers work together at one computer on the same task [1]. The term “pair programming” was first used in 1999 as one of the core practices in the Extreme Programming (XP) software development methodology in industry. As defined by Williams et al. [2], pair programming refers to a practice in which two programmers sitting side by side using only one computer to work collaboratively on the design, algorithm, code or test. The person typing is called a driver, and the other partner is called a navigator. Both partners have their own responsibilities; the driver is in charge of producing the code. The navigator’s tasks are more strategic, such as looking for errors, thinking about the overall structure of the code, finding information when necessary, and being an ever-ready brainstorming partner to the driver. This arrangement leaves the driver free to work on the tactical aspect of the program.

Challenges of creating rigorous, syntactically correct code without worrying about the big picture, gives the navigator the opportunity to consider strategic issues without being distracted by the details of coding. Together, the driver and navigator create higher-quality work more quickly than either could produce on their own. Pair programming is one of the key practices in Extreme Programming (XP) [3]. It was incorporated in XP, because it is argued to increase project members’ productivity and satisfaction while improving communication and software quality [3]. Since then, pair programming has become one of the most researched topics in the realm of agile software development techniques [4].

The practice of pair programming has been widely implemented in the industry as well as in educational settings (Domino et al [6], Chong et al. [7]). A vast amount of research on pair programming has been conducted to observe the benefits of the technique and to understand how
the practice can improve students’ learning outcomes. The stated benefits of pair programming were identified as follows:

- Improvement in students’ academic performance such as in final and midterm exams, quizzes, programming assignments and overall course grades [13, 14, 15, 18, 16, 17].
- Improvement in programming productivity in terms of the time spent on coding and quality of the software produced [24, 02, 24, 25, 08].
- Increase in students’ retention rate and course completion rate [13, 14, 18].
- Increased students’ confidence level and enjoyment in learning programming [02, 13, 14, 16, 17].
- Reduced staff workload [22, 23].
- Increased efficiency in helping female students to work in programming tasks [19, 20, 21].

Recently, many researchers have explored the suitability of pair programming to conduct the programming laboratory classes in educational institutions. The pair programming can be considered as one form of collaborative learning. In collaborative learning, small groups of students associate with each other where each member contributes his/her personal experience, information, perspective, insight, skills and attitudes, which can help, improve the learning efficiency of others [12] (Klemm, 1994). When this kind of collaborative learning is adopted to do programming assignments, generally the students divide the work among them and complete it individually with little or no help from other students of the group.
1.1. **PROBLEM STATEMENT**

In literature, many benefits of pair programming have been proposed, such as increased productivity, improved code quality, and confidence, to name a few. On the other hand, pair programming has also received criticism over increasing efforts, expenditure and overall personnel costs, and bringing out conflicts and personality clashes among developers. However, the scientific empirical evidence behind these claims is currently scattered and unorganized, and thus it is difficult to draw conclusions whether the pair programming indeed claims to be beneficial for student learning or not. Researchers have also investigated the effect of the factors (e.g., student’s skill levels) on the pair performance of students.

In fact, Hanks [5] points out regarding the quality improvement claims that “There does not appear to be any empirical evidence that the programs [produced by pair programming] are better in terms of design, readability, maintainability, or other internal quality attributes.” As a consequence, the industry has been rightfully hesitant in adopting the pair programming practice. On the contrary a study by John Nosek [33] examined how pair programming impacted the amount of time it took to complete a programming task. His results found that pairs took about 70% of the time to complete a task as individuals. There are many studies that conclude pair programming helps create better quality code, and improve student learning.

A recent study held at NDSU by Radermacher et.al [26,27,28,29,30] indicates some valid points, which may be overlooked in other studies. Radermacher’s study [30] provided increased support that the pair programming is more effective in improving student’s learning of programming concepts compared to individual learning. Radermacher found that overall assignment scores improved for students participating in pair programming.
Pair programming has proved its usefulness in teaching and learning programming skills. It also has received many criticism; therefore, the data we have is widely scattered. Furthermore, there are very few studies which indicate when pair programming should be introduced in introductory computer science courses to maximize its benefits. The main objective is to understand when pair programming should be introduced in courses for the students. Our goal is to use pair programming to improve student’s learning capacity.

1.2. MOTIVATION AND RESEARCH GOALS

In recent years, the growth of extreme programming (XP) has brought considerable attention to collaborative programming. Pair programming is a collaborative approach that makes working in pairs rather than individually the primary work style for code development. Because pair programming is a radically different approach than many developers are used to, it can be hard to predict the effects when a team switches to pair programming. Despite the advantages proposed for pair programming, many still suspect the overall usefulness and benefit over traditional solo programming. One of the most questioned aspects lies on the feasibility of achieving superliner speedup as compared to the legacy pattern [02]. From a simple management’s viewpoint, there is no reason to pair up developers if they cannot do things twice faster. In addition to productivity, people also doubt if the improved software quality deserves hiring twice many programmers [02]. Although pair programming is claimed to cost an insignificant 15% more effort yet achieve a higher quality than solitary programming on the same task [02], the paradigm is still questioned if solo programming plus an additional review phase, which might be cheaper and equally effective, will achieve the same goal. The purpose of this study was to investigate the effects of pair programming on student performance based on
the time it was introduced, and subsequent pursuit of computer science related degrees among college students.
2. BACKGROUND & RELATED WORK

The pattern of pair programming in which two individuals develop one software module together has attracted researcher and practitioner’s interest for almost 15 years. People following the pair programming protocol sit in front of one screen, use a set of keyboard and mouse to collaboratively solve a programming task [02]. While one developer is modifying the source code, another is required to perform continuous code-review. This pattern was claimed by its advocates to yield earlier release and higher software quality [02], and was included as one of the rules of Extreme Programming (XP) [11], a popular software development methodology used widely in the software industry.

Studies conducted on pair programming identified some of its advantages for the teaching learning situation (Tomayko, 2002; Williams & Kessler, 2001; Williams & Upchurch, 2001). For example, it has been found that when programmers work in pairs, fewer errors are made than in individual programming situations (Tomayko, 2002), resulting in better programming performance, increased confidence, and decreased frustration levels of the programmers (VanDeGrift, 2004). A possible explanation for these findings could be that pair members help each other to solve the problem and complete the programming task together. Thus, there seems to be some agreement among researchers that pair programming could be a promising teaching strategy for teaching programming skills (VanDeGrift, 2004).

Despite the possible benefits of pair programming as a teaching strategy, some of its limitations for student assessment have been documented as well. One such frequently encountered limitation is that some students may receive undeserved credit for the successful completion of a program (McDowell, Hanks, & Werner, 2003). The assumption is that it is difficult to assess students’ individual programming abilities reliably in pair programming.
situations. The first author of this article experienced a similar problem when implementing pair programming as a teaching strategy during a second year Information Technology (IT) course for student teachers. The students achieved high marks for their pair assignments, but significantly lower marks for their individual assignments. This begs the question whether the results of pair programming assignments are reliable indicators of students’ individual programming abilities. Naude and Hörne (2006) even classify undeserved credit under the umbrella of ‘cheating,’ and although cheating is a strong word, the researchers emphasize the seriousness of the situation.

Several researchers highlight the problem of assigning group marks to individual students (Parsons 2004). It is necessary to determine the contribution of each individual member, and according to Parson (2004), this is not an easy task. Some students could contribute little or nothing at all, and if there is no assessment of students’ individual contributions, marks awarded could be an inaccurate reflection of a student’s abilities (Cheng & Warren, 2000). According to Parsons (2004), a fair mark allocated to a given student should reflect that individual’s effort and abilities. This statement is supported by the research of Verhaart, Hagen, and Giles (2005), who also wished to determine whether students’ marks in group assessments correlated with their marks in individual assessments. They proposed two different assessment methods as best practice for assessing an individual’s performance in group work. In the base mark adjusted method, they give individual tests, as well as self- and peer assessments after every group work session. In the task splitting method, they split the group work task and require some work done individually another work done in groups. A specific weighting is allocated to the different tasks and students need to include a peer review to adjust the group contribution. Verhaart et al. (2005)
concluded that both these methods are “valid assessment forms, producing marks which seem to reflect the students’ typical level of achievement.”

Although it cannot be clearly concluded from previous research whether pair programming reduces the development effort of students it improves the quality of the artifacts. Additional research may assist practitioners to know when and how to make pair programming more effective. Research has just begun to understand the impact of pairing individuals with different levels of expertise [17, 3]. Combining pair programming with solo programming are also being researched [18, 15]. Furthermore, there are evidence showing that pair programming might help teaching activities in Computer Science programs, for example, improving student confidence and course performance.

2.1. NDSU STUDIES

At North Dakota State University, pair programming was introduced in the introductory Computer Science programming courses (CS 160 and CS 161) beginning 2010.[26, 27, 28, 29 and 30] A series of empirical studies (SIGCSE’2011, CSEE&T’2011, SIGCSE’2012, ICER’2012, FECS’2014) showed that Pair Programming had a significant positive impact on the students’ acquisition of programming concepts and learning outcomes. Radermacher and Walia et al. 2012, studied multiple aspects of pair programming and have conducted several empirical studies North Dakota State University over the past two years. During this time, researchers received valuable feedback from course instructors about the effects of implementing pair programming in their introductory computer science courses. However these instructors also expressed concerns about the use of pair programming in their courses. These include being able to ensure equal participation from pair members and not being able to assess individual learning outcomes effectively.
The following section briefly talks about the NDSU studies and the problems and concerns with the use of Pair Programming that led us to the current study (i.e., impact on the learning outcomes by introducing Pair programming in the beginning half vs. later half in the course) being reported in this paper.

NDSU Studies: A series of studies related to pair programming were conducted at NDSU [26, 27, 28, 29, 30]. Radermacher et al. 2012, reports on the results of two different studies conducted during the spring 2010 semester [31]. Subjects in the first study were 35 students enrolled in one section of the CS1 course and the second study included 39 students enrolled in two sections of the CS2 course. Subjects in the CS1 course were split into two groups, one which used pair programming and one that did not; whereas the subjects in the CS2 course were paired based on declared major. Researchers reported that subjects from both the CS1 and CS2 courses indicated that they felt pair programming improved their understanding of programming concepts. Another major result indicated that pairing a computer science (CS) student with a non-computer science (nonCS) student produced less compatible pairs as compared to CS-CS pairs and nonCS-nonCS pairs.

Radermacher et al. 2012, reported another empirical study that investigated the effects of pair programming on student-instructor interactions during programming laboratory sessions. Subjects in this study were 44 students enrolled in one section of the CS1 course and 53 students enrolled two sections of the CS2 course during the fall 2010 semester. Subjects in the CS1 course alternated between using pair programming and working individually during lab sessions, whereas subjects in the CS2 course only used pair programming. Researchers monitored these lab sessions, marking the number of questions asked, how long it took before an instructor could address the subject’s question, and how long the instructor spent interacting with the subject.
Results of the study indicate that when pair programming is used, students spend less time waiting for assistance from an instructor and spend more time interacting with the instructor, likely due to a decrease in questions related to syntax errors or other minor problems.

Another experiment at NDSU investigated the effects of pairing subjects based on their mental model consistency levels (ranging from highly consistent to highly inconsistent) at the beginning of the semester to evaluate changes in the students’ mental model consistency and their programming performance [27, 28]. The evidence suggest that such a pairing strategy can be an effective way if previous performance data is not available and that certain mental-model-based pairing arrangements (and not all) are more effective in motivating students towards greater consistency and resulted in better performance on exams.

2.2. PROBLEMS WHEN USING PAIR PROGRAMMING AT NDSU

**Individual Assessment:** Difficulties assessing individual learning and ensuring that both partners are benefiting from the use of pair programming is a common issue with pair programming. One of the CS1 instructors at our university also expressed concerns that several students, who he felt would not have normally been able to pass the class, had been able to pass the class because their partner was able to help carry them. Based on eight semesters of historic data for this instructor’s class, there was a large increase in the number of students who were able to pass the course when pair programming was used and when students worked individually.

Results for the drop-rate of the course during the fall 2010 semester was about 8% when students used pair programming compared to the historical drop-rate of approximately 18%. Bevan, et al 2005. Had also reported that students were willing to submit assignments that only one of the students had completed. Williams, et al 2002. Also expressed similar concerns when
they discovered instances of students who performed well on pair programming exercises, but scored poorly on exams, suggesting that one partner may have been completing most or all of the work on the programming exercises, this phenomenon also was observed by our own instructors. Other instructors indicated that this may have been an issue as a large number of laboratory assignments that required substantial out-of-class work in order to complete in summary there was no easy way to ensure that both partners had contributed equally.

**How much Pair Programming:** All three of the instructors with whom we worked have expressed some concern that using pair programming for every assignment may not be as effective as only using it for only some assignments. One of the CS1 instructors felt that most new students did not have any programming experience and that until they gained some knowledge they wouldn’t be able to effectively pair. One instructor noted instances where one member of a pair would actually be providing the other with incorrect information.

Another instructor felt that some assignments should be completed individually in order to provide the opportunity for students to show that they have mastered the ability to program without the need of a partner. The instructor stated that occasionally one partner would be absent from a lab and that the remaining student seemed to struggle, even though that student had done well on previous lab exercises.

Previous research also has indicated that some students feel that it is important to work individually. There is no doubt that pair programming is beneficial to student learning and enjoyment and has benefits for instructors as well. It has already been suggested that pair work should not constitute the majority of a student’s grade, but has not been determined how much pair activity should be conducted for efficiency of learning.
In introductory computer science courses where a majority of subjects have little or no experience with programming, our instructors felt that they should spend some initial time at the beginning of the course working individually in order to acquire some programming knowledge before working with a partner. Such an arrangement has several benefits. First, it provides performance data that can be used to pair based on ability, as most researchers agree that this is the most desirable pairing strategy. Secondly, it allows some time for students who do not intend to complete the course to drop before pairs are created, minimizing the need to re-pair students. Additionally, initial programming assignments are more likely be trivial or straightforward and may not benefit from the use of pair programming. However, this has not yet been empirically evaluated. So, the current paper tries to determine which timing of introducing Pair Programming early in the first half of the semester vs. the second half of the semester is the most beneficial to the students learning outcomes.
3. EXPERIMENT DESIGN

The main goal of this study was to understand whether introducing pair programming in the beginning of the semester is more beneficial to students compared to introducing it at a later stage in the semester. The high-level question addressed by this paper was:

*When would be the best possible time frame to get students involved in pair programming, in order to maximize the learning capacity of the students in introductory computer programming course?*

In order to evaluate the learning efficiency we propose the following hypotheses.

**Hypothesis 1:** Introducing pair programming in the beginning of the semester significantly improve students learning ability as compared to using Pair Programming later in the semester.

**Alternate Hypothesis 1a:** Introducing pair programming later in the semester significantly improves students learning ability as compared to using Pair Programming at the beginning of the semester.

**Null Hypothesis:** Introducing pair programming at any stage are equally effective to improve the students’ learning.

In order to test these hypotheses, a controlled experiment was conducted at NDSU computer science programming course, wherein ones section of the course used the Pair Programming at the beginning of the semester and the other section was introduced to the Pair Programming in the second half of the semester. Details of that study are presented in this section.

These experiments involved two types of learning methodologies: pair programming and a traditional method. It was decided to conduct the experiment in regular laboratory classes.
Here, the traditional method is referring to solo programming where only one student is involved in the development of a program for a laboratory exercise. Thus, the focus of the present study was to compare the learning efficiency of the students when they use pair programming in comparison to the traditional method for laboratory exercises.

**Group A:** The subjects belonging to this group worked in pairs and used pair programming to complete a programming assignment starting early in the semester. During the mid-way of the semester, the subjects worked individually on the remaining course work.

**Group B:** The subjects belonging to this group worked individually initially and were paired with a partner to complete the assignment for the reminder of the course.

The high level experiment design is further illustrated in the Figure 1 below.

![Figure 1: Experiment Design.](image-url)
3.1. VARIABLES

In table 1, the independent and dependent variables are listed and discussed in the text below.

Table 1: Independent and Dependent Variables.

<table>
<thead>
<tr>
<th>Independent variables</th>
<th>Dependent variables</th>
</tr>
</thead>
<tbody>
<tr>
<td>Pair Programming method</td>
<td>Letter grade</td>
</tr>
<tr>
<td>Traditional learning method</td>
<td>Total grade</td>
</tr>
<tr>
<td></td>
<td>Exam grades</td>
</tr>
</tbody>
</table>

Independent Variable: The independent variables represent the cause for the effect in any experiment. The two types of independent variables for our study were pair programming and traditional method. The outcome of our study is learning efficiency and the conjectured cause is the learning methodology. Thus, the independent variable for our study is learning methodology. In the present study, we were interested in manipulating the learning methodology to find its effect on learning efficiency and when should pair programming be introduced.

Dependent Variables: Researchers measured the following dependent variables:

Letter Grade: The final letter grade (i.e. `A', `B', etc.) received by the subject was used to evaluate their learning.

Total Grade: The final grade received by each subject included their grades on exams and programming exercises.

Exam Grades: The grades received on midterm and final exams.
3.2. STUDY SUBJECTS AND COURSE ASSIGNMENTS

The participating subjects in these study were 72 students enrolled in the CS1 Introductory Computer Programming at NDSU. Subjects in one of the sections of the course completed programming exercises in pairs, whereas subjects in the other section of the course completed programming exercises individually. The subjects in this study worked in pairs and individually throughout the semester and completed programming exercises related to variable assignment, evaluating conditions, string manipulation, looping, and other object oriented programming concepts during the semester.

Group A: The subjects were thirty-five undergraduate students enrolled in the CS1 course at NDSU.

Group B: The subjects were thirty-seven undergraduate students enrolled in the CS1 course at NDSU.
3.3. **STUDY PROCEDURE**

The overall study procedure is illustrated in figure 2 below.

![Experiment Procedure Diagram](image)

**Figure 2: Experiment Procedure**

**Step 1:** *Subjects were assigned to two groups.* In the experimental group (Group A), all subjects were paired with a partner to work on programming exercises early in the semester. The control group (group B) worked individually on programming assignments early in the semester.

**Step 2:** *Subjects Work on Programming Exercises.* In the Group A, all subjects worked on programming exercises with their assigned pairs for the duration of the first half of the semester, and then completed programming exercises individually during the second half the semester. In group B, all subjects worked on programming exercises individually for the duration of the first half of the semester, whereas the remaining section the subjects were paired and worked collaboratively on given programming assignments. This was done both to provide a
control group, and to ensure that all subjects had the opportunity to use pair programming in the class.

**Step 3:** Evaluate the subjects on group A (who used pair programming) and group B (who worked individually) on their given programming assignments for the first half of the semester, based on the understanding basic programming concepts which was taught during the course.

**Step 4:** The study subjects will be redistributed so that subjects who started with pair programming will now be doing individual study and subjects who were studying individually will be now using pair programming.

**Step 5:** Subjects Work on Programming Exercises: In the Group A, all subjects worked on programming exercises individually for the rest of the semester, In group B, all subjects worked on programming exercises were now paired with another subject allowing them to work as pairs for the rest of the semester.

**Step 6:** Evaluate the subjects on group A (who used pair programming) and group B (who worked individually) on their given programming assignments for the first half of the semester, based on the understanding basic programming concepts which was taught during the course.

On the day prior to beginning the programming exercise, subjects were shown a ten minute video in class that described how to use pair programming effectively on their programming assignment [11]. The next day during their lab session, subjects in both groups worked on a programming exercise that was specifically designed by the instructor such that it should not take more than one lab period (fifty minutes) to complete. Subjects were given a programming exercise related to the topics that were being covered in class that week and were
given two lab periods (with each lasting fifty minutes) and three days of out-of class time to complete the programming exercise. Subjects were only monitored while working on the exercise during the designated lab periods. Subjects worked with their assigned partner to complete the programming exercise.

Table 2: Student Allocation

<table>
<thead>
<tr>
<th></th>
<th>First half of the semester</th>
<th>Second half of the semester</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Group A</td>
<td>Group B</td>
</tr>
<tr>
<td>Pair programming</td>
<td>35</td>
<td>0</td>
</tr>
<tr>
<td>Individual</td>
<td>0</td>
<td>37</td>
</tr>
</tbody>
</table>

In the table 2, the allocation of students for each half of the semester is described. Thirty five students were paired initially in the semester to work in pair for the first half of the semester in which they worked of programming assignments with pairs. During the second half of the semester those 35 students worked individually on programming assignments. Thirty seven students worked individually during the first half of the semester and then paired with a partner to work on the second half of the semester.

3.4. DATA COLLECTION AND EVALUATION CRITERIA

Student performances on lab assignments and tests (including mid-term and final examinations) were analyzed to study the effects of the mental-model-based pairings on the students’ performance. The final course grades for subjects in the study were also analyzed so that we can determine the shift in student performance with related to the introduction of pair programming.
4. RESULTS

We analyzed the midterm and end-of-the-term examination marks for the subjects who used pair programming initially in the semester vs. subjects who started off studying individually. Some background on students’ performance on these tasks, students generally did very well on the all examinations. Average grades for students in Group A who were introduced to pair programming at the beginning was 51.11 and 43.28 for midterm and final exams, respectively. Average scores for students in Group B who worked individually initially and then introduced to the pair programming later was 54.94 and 46.81 for midterm and final exams, respectively. Figure 3, the average test scores are compared for each group.

![Figure 3: Average Marks](image)

There is a non-significant increase in scores of students who used Pair Programming later in the semester in comparison to the students who used Pair Programming at the beginning of the
semester. When you consider the midterm marks of Group A and Group B, the Group B subjects have performed better, and there is an increase of 3.83 for midterm which was not statistically significant. Similarly, there is a small increase of 3.52 for final scores of group B subjects when compared to group A subjects. Table 4 summarizes these results.

Table 3: Marks Comparison of Group A and B

<table>
<thead>
<tr>
<th></th>
<th>Average Scores</th>
<th>Change in Midterm Versus Final Marks</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Midterm Exam</td>
<td>Final Exam</td>
</tr>
<tr>
<td>Group A</td>
<td>51.11</td>
<td>43.28</td>
</tr>
<tr>
<td>Group B</td>
<td>54.94</td>
<td>46.81</td>
</tr>
<tr>
<td>Scores difference between Group A &amp; B</td>
<td>3.83</td>
<td>3.52</td>
</tr>
</tbody>
</table>

When comparing the final scores as listed in Table 3, even though the Group B subjects had performed better than the Group A subjects, both groups did poorly in final exams. We have compared each group’s midterm marks vs. the final marks. When considering Group A total of 7.8% drop in final grades compared to midterm grades. This is calculated by the difference between midterm marks and final marks in group A.

Difference between final/midterm marks is calculated as below.

\[
\text{Difference in marks} = \text{Midterm Marks} - \text{Final Marks}
\]

Equation 1 : Difference in Midterm and Final Marks

Group A ➞ 51.11-43.28 = 7.82

Group B ➞ 54.94 – 46.81 = 8.13
In group B this fall is about 8.1% drop in marks. The calculation of the drop in marks is as follows using the above formula 1.

This observation in final marks also validates previous research, which also concluded that pair programming does little to improve student learning and usually only in limited ways such as better grades on programming exercises [13] and generally does not extend to exams.

![Letter Grade Comparison](image)

**Figure 4: Letter Grade Comparison**

Figure 4 shows a graphical representation of grades achieved by each group. Based on these results, Group A had a larger number of “A” a total of 3 students out of 37 students obtained a grade of A, whereas in Group B students’ performance is much higher than the Group A students performance.
Table 4: Final Grade Comparison

<table>
<thead>
<tr>
<th>Letter Grade</th>
<th>Group A</th>
<th>% Group A</th>
<th>Group B</th>
<th>% Group B</th>
</tr>
</thead>
<tbody>
<tr>
<td>A</td>
<td>3</td>
<td>9.677419355</td>
<td>1</td>
<td>2.941176</td>
</tr>
<tr>
<td>B</td>
<td>2</td>
<td>6.451612903</td>
<td>9</td>
<td>26.47059</td>
</tr>
<tr>
<td>C</td>
<td>13</td>
<td>41.93548387</td>
<td>12</td>
<td>35.29412</td>
</tr>
<tr>
<td>D</td>
<td>10</td>
<td>32.25806452</td>
<td>8</td>
<td>23.52941</td>
</tr>
<tr>
<td>F</td>
<td>3</td>
<td>9.677419355</td>
<td>4</td>
<td>11.76471</td>
</tr>
</tbody>
</table>

The comparison of letter grades between the two groups are as follows, in Group A 9.6% students obtained a grade A as compared to the 2.9% of students in Group B that obtained a grade A. These results show that the total number of students who got a grade C or higher was 18 in Group A in comparison to 22 students in Group B. In Table 4 the grades that each group obtained are summarized

Table 5: Mean & Standard Deviation of the Exam Marks

<table>
<thead>
<tr>
<th></th>
<th>Group A Midterm</th>
<th>Final</th>
<th>Group B Midterm</th>
<th>Final</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>STDev</strong></td>
<td>12.29</td>
<td>20.202</td>
<td>14.22</td>
<td>17.74</td>
</tr>
<tr>
<td><strong>Mean</strong></td>
<td>51.11</td>
<td>43.28</td>
<td>54.94</td>
<td>46.81</td>
</tr>
</tbody>
</table>

Table 6 also shows the p-values of midterm and final exams.

Table 6: Introducing Pair Programming Initially versus Later

<table>
<thead>
<tr>
<th></th>
<th>Midterm</th>
<th>Final</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>P-Value</strong></td>
<td>0.252</td>
<td>0.456</td>
</tr>
</tbody>
</table>
Results of the first pair and individual assessments initially indicated that there was a very small difference between pair and individual marks. A similar study by Radermacher [27, 30] also validates our finding in this study. The results from Radermacher et al.[2012] shows that students perceive pair programming as being beneficial and all of the subjects who used pair programming indicated that they would prefer using it again in the future as opposed to working individually. In addition pair programming is beneficial to student performance among students who may be struggling with the course. Research also indicates that pair programming allows a student pair to complete a given amount of work more quickly than individuals. [27]
5. THREATS TO VALIDITY

A major threat to validity deals with difficulties in being able to gather precise measurements of each student’s performance based on the time when pair programming was introduced. First, attendance was not taken during this course, so it is possible that whether or not subjects attended lectures had some influence in the overall scores of midterm and final by the subjects. The subjects of the experiments were mostly new to pair programming, and thus might perform worse because they were not adapted to the duration of short experiments, conduct so they may not have enough time to learn how to conduct pair programming well, as a result they could not improve statistically.
6. DISCUSSION AND CONCLUSION

This presents an analysis of the data to provide answers to the hypothesis posed in Section 3.0. The data analyzed includes the subject’s the grade received on the marks obtained during midterm and final exam marks. Subjects’ pair performances on midterm and final exams and their individual performances on tests (including mid-term and final examinations) were analyzed to determine if the introducing pair programming at the beginning of the semester is more beneficial to the student than introducing it at a later stage.

The results from this study do not indicate that one group is significantly more effective than any other. There was not much difference between the exams scores in group A and Group B students. However results showed that students perceive pair programming as being beneficial and all of the subjects who used pair programming indicated that they would prefer using it again in the future as opposed to working individually Pair programming introduced at any time of the course was beneficial to students. It also shows that pair programming is beneficial to student performance among students who may be struggling with the course.

The results of this study provides support to encourage further studies, particularly to increase the number of data points in order to determine when is the best time to introduce pair programming. Also it is possible for students to perform well in the initial weeks of the course and then struggle with more difficult topics. When pair programming was introduced in later stages, students had a better knowledge on basic concepts in programming and were able to demonstrate those skills better. This would have resulted in better overall performance. However, the results do not show a significant improvement when using Pair Programming later vs. earlier.
Although this study has provided some valuable insights, results should not be unconditionally generalized due to the small number of students who participated in this study. It is recommended that the study should be replicated and involve a larger sample of participant’s studies over a longer time period. More biographical information could also be useful for analysis of differences between male and female, different personality types, and age groups.
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