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ABSTRACT

Introductory computer programming course is one of the fundamental courses in computer science. Students enrolled in computer science courses at the college or university have been reported to lack motivation, and engagement when learning introductory programming (CS1). Traditional classrooms with lecture-based delivery of content do not meet the needs of the students that are being exposed to programming courses for the first time. Students enrolled in first year programming courses are better served with a platform that can provide them with a self-paced learning environment, quicker feedback, easier access to information and different level of learning content/assessment that can keep them motivated and engaged. Introductory programming courses (hereafter referred to as CS1 and CS2 courses) also include students from non-STEM majors who struggle at learning basic programming concepts. Studies report that CS1 courses nationally have high dropout rates, ranging from anywhere between 30-40% on an average. Some of the reasons cited by researchers for high dropout rate are lack of resource support, motivation, lack of engagement, lack of motivation, lack of practice and feedback, and confidence. Although the interest to address these issues in computing is expanding, the dropout rate for CS1/CS2 courses remains high. The software engineering industry often believes that the academic community is missing the mark in the education of computer science students. Employers recognize that students entering the workforce directly from university training often do not have the complete set of software development skills that they will need to be productive, especially in large software development companies.
ACKNOWLEDGEMENTS

This document is based on research conducted at North Dakota State University between 2018 – to present. I am grateful for a number of assistance received to start this, continue with it and finally to publish it.

At North Dakota State University, I thank Dr. Gursimran Walia for academic support.

I am grateful to my supervisory committee members, especially Dr. Oksana Myronovych and Dr. Jeremy Straub from North Dakota State University Computer Science Department and Dr. Jacob Glower from Electrical and Computer Engineering Department for providing their feedback.

This work is supported in part by the National Science Foundation under grants DUE-1225742 and DUE-1525112. Any opinions, findings, and conclusions or recommendations expressed in this material are those of the author(s) and do not necessarily reflect the views of the National Science Foundation.
# TABLE OF CONTENTS

ABSTRACT.................................................................................................................................................. iii

ACKNOWLEDGEMENTS................................................................................................................................. iv

LIST OF TABLES .............................................................................................................................................. viii

LIST OF FIGURES .......................................................................................................................................... ix

LIST OF APPENDIX FIGURES ..................................................................................................................... x

1. INTRODUCTION ........................................................................................................................................ 1
   1.1. Research Goals .................................................................................................................................... 4

2. LITERATURE REVIEW ............................................................................................................................... 6
   2.1. Gamification ......................................................................................................................................... 8
   2.2. Collaborative Learning ....................................................................................................................... 9
   2.3. SEP-CyLE – Software Engineering and Programming Cyber Learning Environment ....................... 11

3. GAMIFICATION IN CS/SE EDUCATION: RESULTS FROM THE SYSTEMATIC LITERATURE REVIEW .......................................................................................................................... 13
   3.1. Systematic Literature Review (SLR) .................................................................................................... 13
   3.2. SLR: Study Procedure ....................................................................................................................... 13
   3.3. SLR: The Goal and Research questions ............................................................................................ 14
   3.4. Research Questions ........................................................................................................................... 14
   3.5. SLR: Search Strategy ....................................................................................................................... 14
   3.6. SLR: Inclusion and Exclusion Criteria ............................................................................................ 16
   3.7. SLR: Study Execution ....................................................................................................................... 17
   3.8. SLR: Data Extraction Form ............................................................................................................. 20

4. VALIDATION OF CODE REVIEW IMPLEMENTATION IN CS1/CS2/SE COURSES ACROSS MULTIPLE INSTITUTION ........................................................................................................ 30
   4.1. Study 1: Evaluating the Impact of the Frequency of LOs in SEP-CyLE .............................................. 30
4.4.2. Study 4: Research Questions ................................................................. 72
4.4.3. Study 4: Participating Subjects ............................................................. 72
4.4.4. Study 4: Study Procedure ..................................................................... 73
4.4.5. Study 4: Data Collection ..................................................................... 73
4.4.6. Study 4: Results and Analysis ............................................................. 73
5. DISCUSSION ................................................................................................. 76
6. CONCLUSION ............................................................................................... 79
   6.1. Contribution to Research and Practice .................................................. 79
   6.2. List of Publications .............................................................................. 79
REFERENCES .................................................................................................. 81
APPENDIX. SYSTEMATIC LITERATURE REVIEW RESULTS ............................ 93
   A.1. Results of the Research Questions ....................................................... 93
   A.2. Discussion of the Results .................................................................... 99
   A.3. Conclusion .......................................................................................... 102
# LIST OF TABLES

<table>
<thead>
<tr>
<th>Table</th>
<th>Description</th>
<th>Page</th>
</tr>
</thead>
<tbody>
<tr>
<td>1:</td>
<td>Inclusion and Exclusion Criteria</td>
<td>16</td>
</tr>
<tr>
<td>2:</td>
<td>List of Selected Publications</td>
<td>17</td>
</tr>
<tr>
<td>3:</td>
<td>Data Extraction Form</td>
<td>21</td>
</tr>
<tr>
<td>4:</td>
<td>Empirical Evidence of Usefulness of GEs in STEM Education</td>
<td>24</td>
</tr>
<tr>
<td>5:</td>
<td>Category of Errors Seeded in Code</td>
<td>33</td>
</tr>
<tr>
<td>6:</td>
<td>Relationship between SEP-CyLE Usage Metrics vs. Student Performance</td>
<td>38</td>
</tr>
<tr>
<td>7:</td>
<td>Categories of Errors Seeded in Code Snippets</td>
<td>47</td>
</tr>
<tr>
<td>8:</td>
<td>Reasons Students did not Report Errors</td>
<td>52</td>
</tr>
<tr>
<td>9:</td>
<td>Correlation Analysis between Specific Topics Covered in Guided PCR and Specific Assignment</td>
<td>66</td>
</tr>
<tr>
<td>10:</td>
<td>Individual vs Group Errors Found</td>
<td>69</td>
</tr>
</tbody>
</table>
# LIST OF FIGURES

<table>
<thead>
<tr>
<th>Figure</th>
<th>Description</th>
<th>Page</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Block Diagram of SEP-CyLE</td>
<td>4</td>
</tr>
<tr>
<td>2</td>
<td>Diagram of Peer Code Review</td>
<td>10</td>
</tr>
<tr>
<td>3</td>
<td>Study Execution Process</td>
<td>17</td>
</tr>
<tr>
<td>4</td>
<td>Definition of GE Elements in the Primary Studies</td>
<td>22</td>
</tr>
<tr>
<td>5</td>
<td>Occurrence of GE Elements in the Primary Studies</td>
<td>23</td>
</tr>
<tr>
<td>6</td>
<td>Sample Java Checklist</td>
<td>32</td>
</tr>
<tr>
<td>7</td>
<td>Pre and Post Test Scores of Control and Experimental Group</td>
<td>37</td>
</tr>
<tr>
<td>8</td>
<td>Mean Pre/Post Test Scores for Different Categories of Programming Concepts</td>
<td>39</td>
</tr>
<tr>
<td>9</td>
<td>Survey Results of Overall Reactions on the Website</td>
<td>40</td>
</tr>
<tr>
<td>10</td>
<td>Survey Results on Learning Objects Related Questions</td>
<td>41</td>
</tr>
<tr>
<td>11</td>
<td>Number of LOs Completed</td>
<td>41</td>
</tr>
<tr>
<td>12</td>
<td>Survey Results of Gamification Features Related Questions</td>
<td>42</td>
</tr>
<tr>
<td>13</td>
<td>Percentage of Error Reported by Category</td>
<td>50</td>
</tr>
<tr>
<td>14</td>
<td>Pretest-Percentage of Correct Answers</td>
<td>53</td>
</tr>
<tr>
<td>15</td>
<td>Posttest-Total Number of Errors Made</td>
<td>53</td>
</tr>
<tr>
<td>16</td>
<td>Students Perspective on PCR Exercise</td>
<td>55</td>
</tr>
<tr>
<td>17</td>
<td>Difficult Topic Areas in CS1</td>
<td>56</td>
</tr>
<tr>
<td>18</td>
<td>Percentage of Errors Reported by Category</td>
<td>63</td>
</tr>
<tr>
<td>19</td>
<td>Survey Results on Students’ Perception of PCR</td>
<td>67</td>
</tr>
<tr>
<td>20</td>
<td>Errors CSE Students Make When Developing Code in Teams</td>
<td>74</td>
</tr>
<tr>
<td>21</td>
<td>Number of Errors Made during Code Development vs. Number of Errors Found</td>
<td>75</td>
</tr>
<tr>
<td></td>
<td>during PCR session</td>
<td></td>
</tr>
</tbody>
</table>
# LIST OF APPENDIX FIGURES

<table>
<thead>
<tr>
<th>Figure</th>
<th>Description</th>
<th>Page</th>
</tr>
</thead>
<tbody>
<tr>
<td>A.1</td>
<td>Visual Word Cloud of the GEs for the Primary Studies</td>
<td>94</td>
</tr>
<tr>
<td>A.2</td>
<td>Number of Publication by Discipline</td>
<td>95</td>
</tr>
<tr>
<td>A.3</td>
<td>Number of Publication by Course</td>
<td>95</td>
</tr>
<tr>
<td>A.4</td>
<td>Visual Word Cloud of the Usefulness of GEs in STEM Education</td>
<td>98</td>
</tr>
<tr>
<td>A.5</td>
<td>Distribution of Primary Studies at the Continent Level</td>
<td>99</td>
</tr>
</tbody>
</table>
1. INTRODUCTION

Introductory computer programming course is one of the fundamental courses in computer science education. Students enrolled in computer science courses at the college or university have been reported to lack motivation, and engagement when learning introductory programming (CS1). Students and instructors have reported that transition from natural language to machine language understanding can be challenging. Additionally, traditional classrooms with lecture-based delivery of content do not meet the needs of the students that are being exposed to programming courses for the first time [41, 49, 43, and 22]. Students enrolled in the first year programming courses are better served with a platform that can provide them with a self-paced learning environment, quicker feedback (either automated or from instructors), easier access to information (information on the go) and different level of learning content/assessment that can keep them motivated and engaged.

Additionally, introductory programming courses (hereafter referred to as CS1 and CS2 courses) also include students from non-STEM majors who struggle at learning basic programming concepts. Studies report that CS1 courses nationally have high dropout rates, ranging from anywhere between 30-40% on an average [55]. Some of the reasons cited by researchers for high dropout rate are lack of resource support, motivation, lack of engagement, lack of motivation, lack of practice and feedback, and confidence [56]. Although the interest to address these issues in computing is expanding, the dropout rate for CS1/CS2 courses remains high [57]. The software engineering industry often believes that the academic community is missing the mark in the education of computer science students [58, 59]. Employers recognize that students entering the workforce directly from university training often do not have the
complete set of software development skills that they will need to be productive, especially in
large software development companies [58].

One of the suggested solutions to mitigate this problem in computer science and software
ing engineering is to provide students with an engaging and motivating learning environment using
game mechanics in a cyber-learning environment. Researchers have begun using game mechanics
to improve students’ engagement and learning in higher education [60]. Early finding suggests
that the use of gamification elements (GEs) such as competition and rewards to engage students
in learning has potential to be a very successful [61].

Gamification is defined as the application of game design and elements in educational
settings in order to positively influence students’ motivation and engagement [62, 63, and 64].
Fitz-Walter et al reported that applications that use gamification elements have a positive impact
on students because it motivates students to learn and explore [65]. Connolly et al carried out a
review that aimed to identify research evidence about positive impacts of games. The review
confirmed that playing games is linked to a range of perceptual, cognitive, behavioral affective
and motivational impacts and outcomes. The most frequently occurring outcomes and impacts
were knowledge acquisition/content understanding and affective and motivational outcomes [66].
Barata et al did a study on improving participation and learning with gamification, the results
show significant improvements in terms of attention to reference materials and online
participation of students [67]. Due to earlier findings about the impact of gamification in
education, the terminology rapidly became the next big thing in the education realm and gained
widespread attention in 2010 as a learning tool [68, 69].

To this end, as part of this dissertation, a group of CS educators (NDSU and 7 other
collaborating US institutions) has led the development of a cyber-learning environment
(supported by NSF awards) to help improve students’ fundamental understanding of software engineering and introductory computer programming concepts. The cyber-learning environment presented in this dissertation is hereafter called SEP-CyLE (Software Engineering and Programming – A Cyber learning environment).

SEP-CyLE includes embedded learning and engagement strategies (e.g., gamification and collaborative learning) and contains a repository of vetted learning objects (LOs) and tutorials. Researchers and Educators can use a combination of different learning engagement strategies (LESs) to motivate students to be more involved in learning Software Engineering and programming concepts [9]. Current LESs embedded in SEP-CyLE include collaborative learning, gamification, and social interaction. The learning content in SEP-CyLE is presented in the form of digital learning objects (LOs), and video tutorials. LOs are a small amount of multimedia learning content (may be in the form of text or videos) on a specific topic and are designed to be completed within fifteen minutes. Each LO contains content, a practice assessment and a quiz submission. The online environment (SEP-CyLE) allows students to upload images (avatar), gain virtual points after completing an LO, post comments on discussion boards and monitor activities of other students (leaderboard). Figure 1 shows a block diagram of the major features of SEP-CyLE. The features of SEP-CyLE include authentication, LESs (collaborative learning, gamification, and social interaction), learning content, administration and course management.

Mourya et al. showed that two main drawbacks of SEP-CyLE is that LESs such as collaborative learning, the way it is currently implemented in SEP-CyLE, requires improvement and more gamification elements need to be incorporated in the cyberlearning platform that span across STEM disciplines [83]. Collaborative learning which is targeted around virtual groups taking part in varied SEP-CyLE activities needs to be improved in such a way that it allows
students to work in teams to complete a single task seamlessly. In this dissertation, one way we are exploring how to improve collaborative learning is by incorporating peer code review (PCR) in CS1/CS2 courses. Although there is no single accepted definition of PCR, a common theme includes “a process to check programming tasks performed by others to identify mistakes (that could be seeded)” [86]. This dissertation will focus on evaluating if PCR is a good educational tool (both individually and collaboratively) and the impact frequent availability of LOs has on students learning of introductory programming concepts.

Figure 1: Block Diagram of SEP-CyLE

1.1. Research Goals

Cyber-learning can have a major impact on pedagogy through frequent resource support and learning via collaboration [25, 26]. A meta-analysis of research data reported on online learning conducted by the US Dept. of Ed. revealed that students are more engaged on cyber-learning platforms and tend to perform better than their counterparts in traditional classrooms [27]. Khan Academy is a noteworthy cyber-learning environment that has found widespread success for
a variety of courses backed by studies that show that cyber-learners are more engaged, motivated, and willing to attempt more difficult tasks [28].

Since the introduction of SEP-CyLE, there have been multiple studies [9, 82, 83, 84] reported SEP-CyLE having a positive impact on student knowledge, engagement, and pedagogy support in CS and SE courses, particularly at North Dakota State University. These studies can be accessed at https://stem-cyle.cis.fiu.edu/publications. In this dissertation study, the researcher will build up on work done by Mourya et al., and leverage SEP-CyLE with a focus on improving LESs and measuring their impact on student learning.

To further analyze how SEP-CyLE can support CS/SE pedagogy, the primary goal of this dissertation is to gain insights into different ELES of SEP-CyLE and its impact on students’ learning. To explore ways in which SEP-CyLE design can be improved, this dissertation will identify additional gamification elements (GEs) based on prior evidence of its effectiveness in STEM (Science, Technology, Engineering and Mathematics) education. Additionally, the current state of SEP-CyLE is limited in the nature of collaboration. My dissertation will explore the use of peer code review (PCR) as an effective collaborative technique that can be incorporated in SEP-CyLE.

Specifically, my dissertation goals are: 1) To provide a comprehensive empirical analysis of Gamification elements that can aid student learning and implement additional gamification elements in SEP-CyLE; 2) To investigate if peer code review (PCR) is an effective educational collaborative tool that can used in SEP-CyLE to improve fundamental learning of programming concepts and improves programming ability of CS students;
2. LITERATURE REVIEW

This chapter provides a background of pedagogical approaches at teaching CS/SE concepts in a cyber-learning environment and face-to-face computer science classroom. This chapter also motivates the usage of learning engagement strategies (LESs) utilized as a part of SEP-CyLE. Specifically, this section is focused on related work on Gamification elements and Peer Code Review (individual and peer based) as potential learning and engagement strategies that can be used within SEP-CyLE. Additionally, learning objects (LOs) developed as part of SEP-CyLE development is also discussed.

A Learning Object (LO) is an assortment of content, practice questions, and assessment based on a single learning objective to support learning. LOs are available in various structures including content, audio, and video and are created to serve as easily digested chunks of self-contained and re-usable knowledge that could be finished in the time of fifteen minutes or less [82, 83, 84]. Past SEP-CyLE studies in CS1 classrooms have shown that using LOs in SEP-CyLE improves students' learning when compared against traditional classroom instruction. The studies have also found that LOs in SEP-CyLE when enabled with diverse Learning Engagement strategies (Gamification (G), Social Interaction (SI), and Collaborative Learning (CL)) had a big impact on student learning of programming and software testing concepts [82, 83]. Specifically, results from prior studies showed that the combination of Gamification and social interaction (G+SI) had the largest impact on student learning. Most interestingly, students were more actively engaged in their own learning [84]. While LOs have found to be useful, the impact of the frequency of their assignment and availability to the students can provide additional insights into structuring of these LOs in the context of other learning content that is covered in CS1/CS2 courses.
This dissertation attempts to provide those insights through empirical validation of LO assignment in CS1 courses at NDSU.

Peer Code Review is defined as a process to check programming tasks performed by others to identify mistakes [86]. Peer review is widely adopted and studies in many science disciplines as an effective quality assurance activity. Studies have shown that peer code review helps students in programming concepts knowledge acquisition and transfer of knowledge when completing a programming task. In an empirical study conducted by Hundhausen et al. [87], researchers describe a peer code review team activity with three-course assignments that varied in length and complexity. Students reviewed their members’ code against an established checklist of coding best practices, which contained a list of requirements for the specific programming solution being reviewed. The team carefully classified and documented each issue that was raised and discussed with the team. The authors concluded that code reviews improved the quality of students’ code, stimulated increasingly sophisticated discussions of programming issues and practices, and promoted a sense of community [87].

Wang et al. [88, 89] describes a slightly different PCR approach that consists of six processes: 1-write, 2-submit, 3-review, 4-feedback, 5-revise and 6-quality assurance. Using this approach, authors conducted an experiment in two academic years of a second year CS course. In this experiment, the PCR approach was performed through email, with only a teaching assistant and an instructor performing phase 3, 4 and 6. The results showed that students with strong dedication to learning programming wrote their programs carefully and positively. These students also had shorter feedback comments as the complexity of the program increases [89].

In another peer code review experiment technique developed by Trytten, the instructor selected one student’s assignment for other peers to review. Students review the code by using a
true or false questionnaire focus on evaluating students’ understanding of the code. At the end, students shared their responses via flashcards and discussed the reason for their selection. The authors observed that this technique was able to improve lab attendance [90].

2.1. Gamification

Gamification is defined as the application of game design and elements in educational settings in order to positively influence students’ motivation and engagement [62, 63, and 64]. Gamification elements and their usage can be used to evaluate the user experience. Some of the most common gamification elements used in F2F or online classes include rewards/points, levels and achievements, and leaderboards [64, 73]. Deterding et al., noted that points, levels, achievements and other gamification elements could raise the level of user pleasure due to an increase in experience competence [73]. Since students typically report a scarcity of engagement when learning introductory computer science courses, gamification has the potential to advance student motivation and extend engagement while providing feedback on the student’s level of competence of the learned material [74].

In educational settings, learning activities have traditionally been gamified with two primary purposes:

1. To encourage desired learning behaviors, for example, following software engineering best practices, fostering the participation of students into learning communities, or advancing active participation in peer assessment [5, 9, 10, 11, 14, 17, 18, 19];

2. To improve engagement of students in learning, for example by the utilization of learning materials like tutorials or digital tools [2, 4, 7, 12, 19, 29]. The effects on gamification in education shows that it is a promising pedagogical technique.
Majority studies show that gamification has contributed to an improvement in students’ understanding and engagement in the classroom. Particularly leaderboards were the most motivating GEs, followed by badges and points. Studies conjointly found a major increase within the performance of the students once utilizing these gamification elements (GEs) [9, 14, 18].

Incorporating gamification in introductory CS courses and SE courses can assist students in learning introductory CS / SE concepts and subsequently increase students’ retention rate in the field. This dissertation is focused at conducting a comprehensive analysis of most common gamification elements that can be used to support CS1/CS2 pedagogy.

2.2. Collaborative Learning

Collaboration is recommended for improvement of students’ motivation and attitudes towards online learning. It addresses different problems such as assisting students in the development of skills expected by industry such as critical thinking, communication skills, teamwork and engaging students in learning while having fun [80]. Collaborative learning can contribute to students’ sense of belonging in their discipline (and reduces their risk of leaving college or choosing another discipline [41, 81]).

While collaborative learning has shown to improve students’ attendance and engagement, Mourya et al., showed that collaborative learning (the way it is implemented in SEP-CyLE) did not have a major impact on student learning and engagement when compared to Gamification or Social interaction [83]. One of the major goals of this research is to explore means of improving collaboration when learning programming in CS1/CS2 courses. On that end, Code Reviews, at individual and while working with peers, is being explored as a potential collaboration and
An engagement technique that can be integrated in SEP-CyLE. The motivation and background on Code Reviews is explained below.

At North Dakota State University (NDSU), Pair Programming has shown to be an effective tool at fostering communication among programmers, improving student engagement and quality of student code [91]. Pair programming includes two programmers that work collaboratively at one computer, where one code and the other review and they take turns. However, pair programming is limited to two people, lacks individual assessment and requires a lot of planning at identifying working pairs [92]. Our past Pair Programming exercises had provided evidence that when students are reviewing the same problems, they tend to be more engaged and tend to gain knowledge through discussion with their peers. This dissertation is taking crucial aspects of Pair Programming (peer code review) but expanding it to the class level where all students are reviewing the same set of code that are seeded with realistic errors, see Figure 2. The results of the studies show that incorporating PCR in CS1/CS2 face-to-face classroom improvement in students’ understanding of basic programming concepts and eventually improved their programming abilities. Additionally, the studies revealed that when students participate in a collaborative active learning environment they learn from each other through social constructs [93].

Figure 2: Diagram of Peer Code Review
2.3. SEP-CyLE – Software Engineering and Programming Cyber Learning Environment

While Chapter 1 provides some details on the SEP-CyLE, this section provides a summary of the prior work that has been done at developing and evaluating SEP-CyLE. Since the introduction of SEP-CyLE, there have been some studies that have reported the positive impact the SEP-CyLE had on student knowledge, engagement, and pedagogical support in CS and SE courses. One study result have indicated that the use of SEP-CyLE with gamification elements can positively impact students’ performance and engagement in an introductory programming course [83]. In another study, results presented demonstrated that there is a meaningful relationship between the gamification and social interaction learning strategies used in SEP-CyLE. When the virtual points were analyzed, it was found that the students were more productive at completing LO's and those students who earned more virtual points received better grades [82]. However, published research on SEP-CyLE lacks: (1) additional gamification elements that could be of further use in SEP-CyLE (the published study only included two GEs, points and leaderboard. These studies can be accessed at https://stem-cyle.cis.fiu.edu/publications), (2) advanced level programming courses and evaluate how these different learning engagement strategies improve advanced understanding of software programming, and (3) effective implementation of collaborative learning strategy [82, 83].

In this dissertation study, studies will build up on work done by Mourya et al., and leverage SEP-CyLE with a focus on improving LESs, with a special focus on enhancing LOs, providing a deeper understanding of the gamification elements to support CS pedagogy, and improving collaborative learning through Peer Code Review. The researcher believe that the peer code review
(PCR) can be effectively used in SEP-CyLE to improve fundamental learning of programming concepts and improve programming ability of CS students.
3. GAMIFICATION IN CS/SE EDUCATION: RESULTS FROM THE SYSTEMATIC LITERATURE REVIEW

This Section details the systematic literature review conducted to identify and analyze the gamification elements (GEs) that are used in STEM wide discipline and can be used to improve SEP-CyLE impact on students’ knowledge gains of CS1/CS2 programming concepts.

3.1. Systematic Literature Review (SLR)

The SLR was conducted to identify major Gamification Elements and their impact on student learning in STEM. This systematic review is based on guidelines established by Kitchenham and Charters in Guidelines for Performing Systematic Literature Reviews in Software Engineering [85]. A systematic literature review is a means of assessing and interpreting all the accessible research applied to a specific research question, area of interest. The following steps were implemented in accordance with the guidelines for a systematic literature review established by Kitchenham and Charters [85].

3.2. SLR: Study Procedure

- Step 1: Definition of research questions. The researcher have defined four research questions based on the study goal, to establish the desired scope of the SLR (systematic literature review) (section 3.2)
- Step 2: Perform search - based on the research questions the researcher defined search string for retrieving papers in selected scientific databases (section 3.3)
- Step 3: Study selection – the researcher applied inclusion and exclusion criteria for selecting only the relevant papers for the study (section 3.4)
- Step 4: Study execution - This outlines the process that has been applied to include the primary studies (section 3.5)
• Step 5: Data extraction – the researcher extracted the data from the papers finalized from step 4 (section 3.6)

3.3. SLR: The Goal and Research questions

The main objective of this study is to analyze literature for the purpose of understanding and evaluating gamification elements and their impacts on students’ motivation and engagement in STEM courses. In order to answer the main goal the researcher formulated the following research questions:

3.4. Research Questions

• **RQ1:** What are most commonly reported gamification elements in STEM education?

• **RQ2:** What disciplines in STEM use gamification?

• **RQ3:** What is the evidence of impact of game elements on student learning and student engagement?

• **RQ4:** How can answers to RQ1 and RQ2 be incorporated into the design of cyber learning environments in CS/SE education?

The First question explores the use of GEs in STEM education. The second question is to identify the STEM disciplines that use gamification. The third research question is constructed to separate the GEs that have been empirically validated from those which are based on anecdotal evidence. The fourth question aims towards improving the design of SEP-CyLE.

3.5. SLR: Search Strategy

To identify possible primary studies for data extraction, the search was based on (i) trial searches using combinations of keywords derived from the study goal for the definition of valid search strings. Initially, the researcher selected relevant keywords related to the following
domains: (a) education; (b) software engineering; (c) computer science; (d) STEM; (e) Science; (f) Technology; (g) Engineering; (h) Mathematics and (i) gamification. In order to identify these relevant keywords, the researcher considered search strings used in related systematic studies, bodies of knowledge, and experts (software engineering educators). Search strings were defined by grouping keywords in the same domain with the logic operator “OR” and grouping the domains with the logic operator “AND”. This resulted in the following search string.

\[(\text{Game or gamification}) \text{ OR (elements or element)} \text{ AND (effect or impact or result)} \text{ AND (education or learning or engagement or course or lecture)} \text{ AND (STEM or Science or Math or Technology or Engineering or computer science or software engineering)}\]

This study reviews papers published in scientific journals and proceedings of international conferences. Electronic databases identified as relevant to education were searched in this review, namely: ACM (Association for Computing Machinery) Digital Library, IEEE (Institute of Electrical and Electronics Engineers) Xplore, ProQuest, and Web of Science. In addition, the following conference and journal proceedings were also reviewed to ensure that all the relevant results were included: SIGCSE (Special Interest Group on Computer Science Education), CSEE&T (Conference on Software Engineering Education and Training), ICER (International Computing Education Research), ITICSE (Innovation and Technology in Computer Science Education), TOCE (Transaction on Computing Education), Computers and Education, STEM (Interdisciplinary STEM Teaching & Learning Conference, ASEE (American Society for Engineering Education), JTE (Journal of Teacher Education), JITE (Journal of Information Technology Education), IEJME (International Electronic Journal of Mathematics Education), and JSTOR (Journal for research in mathematics)
If the database was not able to deal with the entirety of the search string, the string was separated in order to fit and return an appropriate number of results. No more than 500 results were considered after examination revealed that those results after the first 500 were related. The study also restricted included papers to those from 2010 or later since the term gamification gained worldwide attention from 2010 [44, 20, and 51].

3.6. SLR: Inclusion and Exclusion Criteria

The search resulted in a large number of papers. The researcher filtered the publications retrieved from the search to exclude papers not aligned with the aim of the study. Inclusion and exclusion criteria are typically used in literature reviews in order to identify appropriate papers that could be included in the literature review. Table 1 contains the following inclusion and exclusion criteria used as a part of this review.

Table 1: Inclusion and Exclusion Criteria

<table>
<thead>
<tr>
<th>Inclusion</th>
<th>Exclusion</th>
</tr>
</thead>
<tbody>
<tr>
<td>GEs in STEM higher education learning</td>
<td>Education of early childhood, k-12 or education level that cannot be classified as higher education</td>
</tr>
<tr>
<td>Papers that report empirical data</td>
<td>Non-STEM related courses, for example, political science &amp; government, accounting</td>
</tr>
<tr>
<td>Papers that talk about gamification</td>
<td>Papers that outline or framework or methodology not supported by empirical evidence</td>
</tr>
<tr>
<td>Papers that are in English</td>
<td>Papers that talk about designing games</td>
</tr>
<tr>
<td></td>
<td>Papers not focused on student learning.</td>
</tr>
</tbody>
</table>
3.7. SLR: Study Execution

Executing the search strings on the source list resulted in 7,812 articles. First, the study filtered results based on titles and reduced the count to 562. Next, each of these 562 articles were reduced to 206 based on abstracts. Next, each of 206 articles were read in entirety and decision to include or exclude was made using the detailed criteria listed in Table 2 contains a list of the papers included in this literature review.

![Figure 3: Study Execution Process](image)

Table 2: List of Selected Publications

<table>
<thead>
<tr>
<th>Id</th>
<th>Title</th>
<th>Publication Venue</th>
<th>Ref</th>
</tr>
</thead>
<tbody>
<tr>
<td>P1</td>
<td>Do Points, Level and Leaderboard harm Intrinsic Motivations? And Empirical Analysis of Common Gamification Elements</td>
<td>First International Conference on Gameful Design</td>
<td>[36]</td>
</tr>
<tr>
<td>P2</td>
<td>Yooubi: One software for ubiquitous learning</td>
<td>Computers in Human Behavior</td>
<td>[37]</td>
</tr>
<tr>
<td>P3</td>
<td>Achieving Flow through Gamification: A Study on Re-designing Research Methods Courses</td>
<td>European Conference on Games Based Learning</td>
<td>[48]</td>
</tr>
<tr>
<td>P4</td>
<td>Improving Student Attitudes Towards the Capstone Laboratory Course Using Gamification</td>
<td>American Society for Engineering Education (ASEE)</td>
<td>[6]</td>
</tr>
<tr>
<td>Id</td>
<td>Title</td>
<td>Publication Venue</td>
<td>Ref</td>
</tr>
<tr>
<td>----</td>
<td>----------------------------------------------------------------------</td>
<td>----------------------------------------------------------------------------------</td>
<td>------</td>
</tr>
<tr>
<td>P5</td>
<td>Team Organization Method Using Salary Auction Game for sustainable Motivation</td>
<td>Sustainability Journal</td>
<td>[28]</td>
</tr>
<tr>
<td>P7</td>
<td>The Effect of Virtual Achievements on Student Engagement</td>
<td>Special Interest Group on Computer-Human Interaction (SIGCHI)</td>
<td>[10]</td>
</tr>
<tr>
<td>P8</td>
<td>Gamifying learning experiences: Practical implications and outcomes</td>
<td>Computer and Education</td>
<td>[15]</td>
</tr>
<tr>
<td>P9</td>
<td>High Score! – Motivation Strategies for User Participation in Virtual Human Development</td>
<td>International conference on Intelligent Virtual Agents</td>
<td>[19]</td>
</tr>
<tr>
<td>P10</td>
<td>How gamification Applies for Educational purpose specifically with College Algebra</td>
<td>Annual International Conference on Biologically Inspired Cognitive Architectures</td>
<td>[16]</td>
</tr>
<tr>
<td>P11</td>
<td>Engaging Engineering students with Gamification</td>
<td>International Conference on Games and Virtual Worlds for serious Applications</td>
<td>[3]</td>
</tr>
<tr>
<td>P12</td>
<td>The effects of Gamification on Engineering Lab Activities</td>
<td>Frontiers in Education Conference (FIE)</td>
<td>[27]</td>
</tr>
<tr>
<td>P13</td>
<td>Teaching case: Applying Gamification techniques and virtual reality for learning building engineering 3D arts</td>
<td>International Conference on Technological Ecosystems for Enhancing Multiculturality (TEEM)</td>
<td>[50]</td>
</tr>
<tr>
<td>P14</td>
<td>Tech - Gamification in University Engineering Education</td>
<td>International Conference on Computer Science &amp; Education (ICCSE)</td>
<td>[31]</td>
</tr>
<tr>
<td>P15</td>
<td>Detecting and Clustering Students by their Gamification Behavior with badged: A Case study in Engineering Education</td>
<td>International Journal of Engineering Education (IJEE)</td>
<td>[46]</td>
</tr>
</tbody>
</table>
Table 2: List of Selected Publications (continued)

<table>
<thead>
<tr>
<th>Id</th>
<th>Title</th>
<th>Publication Venue</th>
<th>Ref</th>
</tr>
</thead>
<tbody>
<tr>
<td>P16</td>
<td>Challenge-based gamification and its impact in Teaching Mathematical Modeling</td>
<td>International Conference on Technological Ecosystems for Enhancing Multiculturality (TEEM)</td>
<td>[45]</td>
</tr>
<tr>
<td>P17</td>
<td>The Study of Gamification Application Architecture for Programming Language Course</td>
<td>International Conference on Ubiquitous Information Management and Communication (IMCOM )</td>
<td>[26]</td>
</tr>
<tr>
<td>P18</td>
<td>Applying gamification in the context of knowledge management</td>
<td>International Conference on Knowledge Technologies and Data-driven Business (i-KNOW )</td>
<td>[24]</td>
</tr>
<tr>
<td>P19</td>
<td>Game2Learn: Improving the motivation of CS1 students</td>
<td>Innovation and technology in computer science education (ITiSCE)</td>
<td>[4]</td>
</tr>
<tr>
<td>P20</td>
<td>Gamification in Educational Software Development</td>
<td>Computer Science Education Research Conference (CSERC )</td>
<td>[5]</td>
</tr>
<tr>
<td>P21</td>
<td>Improving Participation and Learning with Gamification</td>
<td>Gamification, First International Conference on Gameful Design</td>
<td>[2]</td>
</tr>
<tr>
<td>P22</td>
<td>A Playful Game Changer: Fostering Student Retention in Online Education with Social Gamification</td>
<td>Conference on Learning @ Scale</td>
<td>[30]</td>
</tr>
<tr>
<td>P23</td>
<td>On the Role of Gamification and Localization in an Open Online Learning Environment: Javala Experiences</td>
<td>Koli Calling Conference on Computing Education Research</td>
<td>[33]</td>
</tr>
<tr>
<td>P25</td>
<td>TrAcademic: Experiences With Gamified Practical Sessions for a CS1 Course</td>
<td>Western Canadian conference on Computing Education (WCCCE)</td>
<td>[21]</td>
</tr>
<tr>
<td>P26</td>
<td>How (not) to Introduce Badges to Online Exercises</td>
<td>Technical symposium on Computer science education</td>
<td>[18]</td>
</tr>
</tbody>
</table>
3.8. SLR: Data Extraction Form

After the final set of studies to be included were finalized, the researcher extracted the following data (Table 3) to avoid research bias by ensuring that the study was capturing the same data from all 31 papers.
Gamification is defined as a technique that reuses game elements in a non-game context, which helps promote better user experience by improving students’ motivation and engagement. This SLR focuses on the list of GEs (gamification elements) that have been used in different disciplines of STEM education. Based on our literature review, the researcher identified twenty-two commonly used GEs in the educational contexts. This dissertation have provided brief descriptions of each GE below (Figure 4). The researcher counted the number of times (frequency) each of the above GEs appeared in the primary studies. Figure 5 also shows the number of times each of the different GEs was identified in the primary study. Based on the results, leaderboard followed closely by badges and points, have been the most widely recognized (and reported) game
element in STEM education. Level was reported as the fourth commonly used GE. The remaining 18 GEs had much fewer papers reporting the evidence on their impact of student learning.

<table>
<thead>
<tr>
<th>GE</th>
<th>Definition</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Level (L)</td>
<td>A value that increases as students earn more experience points</td>
</tr>
<tr>
<td>2. Leaderboard (LB)</td>
<td>A board that displays score and the name of competing participants.</td>
</tr>
<tr>
<td>3. Badge (B)</td>
<td>Rewards allocated for completing a task</td>
</tr>
<tr>
<td>4. Points (P) /score/scoreboards</td>
<td>Points allocated for completing a task</td>
</tr>
<tr>
<td>5. Avatar (A)</td>
<td>Creating the character of a participant</td>
</tr>
<tr>
<td>6. Feedback (F)</td>
<td>Comments given to student participants from teachers.</td>
</tr>
<tr>
<td>7. Challenge (CLL)</td>
<td>Creation of Multiple-choice shared by users of the system.</td>
</tr>
<tr>
<td>8. Competition (CP)</td>
<td>Groups contesting against each other</td>
</tr>
<tr>
<td>9. Collaboration (CO)</td>
<td>Participants working in teams to complete an exercise.</td>
</tr>
<tr>
<td>10. Achievements (AC)</td>
<td>Given to students for completing a task that fulfil clearly stated requirements.</td>
</tr>
<tr>
<td>11. Narratives (NA) /storyline</td>
<td>The recounting of a story or account of events or experience</td>
</tr>
<tr>
<td>12. Deadline (D)</td>
<td>A define timeframe in which participant is expected to complete a task</td>
</tr>
<tr>
<td>13. Gaming Environment (G)</td>
<td>An imaginary place created by participants</td>
</tr>
<tr>
<td>14. Progress Bar (PB)</td>
<td>This shows the students about their progress in reaching a goal</td>
</tr>
<tr>
<td>15. Reputation Points (RP)</td>
<td>Allocated points that did not have a direct impact on student grades.</td>
</tr>
<tr>
<td>16. Quest (Q)</td>
<td>Tasks that are created to teach students how to complete a task effectively</td>
</tr>
<tr>
<td>17. Hints (H)</td>
<td>Using messages to reduce learning curve as well as to motivate participants</td>
</tr>
<tr>
<td>18. Knowledge map (K)</td>
<td>A guide that shows the progression of the class content</td>
</tr>
<tr>
<td>19. Virtual money (VM)</td>
<td>The allocation of coins to an individual in a team for completing a task</td>
</tr>
<tr>
<td>20. Problem-solving (PS)</td>
<td>Allocated task with a deadline</td>
</tr>
<tr>
<td>21. Visualization (V)</td>
<td>Students positions are represented in the form of dot and this dot gives them a predicts the end results based on current pace at which they progress</td>
</tr>
<tr>
<td>22. Punishment (PUN)</td>
<td>Awarded to students if they commit a mistake</td>
</tr>
</tbody>
</table>

**Figure 4: Definition of GE Elements in the Primary Studies**
Whereas the empirical evidence for the benefit of using GEs which answers the third research question is given below: More details of the SLR results can be found in the Appendix.
<table>
<thead>
<tr>
<th>Paper ID</th>
<th>Study Result</th>
<th>Course / Subject</th>
</tr>
</thead>
<tbody>
<tr>
<td>P1</td>
<td>The results showed that implementation of points, leaderboard and levels game elements significantly increased performance, but did not affect perceived autonomy, competence or intrinsic motivation</td>
<td>Science &amp; Technology- image annotation</td>
</tr>
<tr>
<td>P2</td>
<td>The analysis of questionnaires and reports from student participants showed that students were accepting of the u-learning environment.</td>
<td>Science &amp; Technology, Biotechnology</td>
</tr>
<tr>
<td>P3</td>
<td>The study suggests that it is possible to increase students’ involvement with the help of gamification. Although the preponderance of the students were happy with the format of the course some of them did not enjoy the game-like aspects at all</td>
<td>Research methods to Information and Communication technology ( ICT) students</td>
</tr>
<tr>
<td>P4</td>
<td>Students became more interested and engaged in the course</td>
<td>Chemical Engineering Laboratory</td>
</tr>
<tr>
<td>P5</td>
<td>The result of the paper demonstrates that a gamified team organization method in engineering class could be used as an effective tool to enhance motivation and to improve learning outcomes of engineering students</td>
<td>Engineering Course</td>
</tr>
<tr>
<td>P6</td>
<td>The study shows that while it is true that gamification is a strategy that introduces a high level of innovation and brings the type of motivation and emotion that encourages learning its educational intent can be further strengthened by including performance assessment and meta-evaluation process to better understand its function and make adjustment to its design on a timely manner.</td>
<td>Mathematics</td>
</tr>
<tr>
<td>P7</td>
<td>The researchers discovered a highly significant positive effect on the quality of students’ contribution, without a corresponding reduction in their quality, as well as on the amount of time over which students engaged with the tool. They also reveal that students enjoyed being able to earn badges and indicated strong preferences for having them available in the user interface.</td>
<td>Biology - Population Health</td>
</tr>
</tbody>
</table>
Table 4: Empirical Evidence of Usefulness of GEs in STEM Education (continued)

<table>
<thead>
<tr>
<th>Paper ID</th>
<th>Study Result</th>
<th>Course / Subject</th>
</tr>
</thead>
<tbody>
<tr>
<td>P8</td>
<td>The findings of the research suggest that some common beliefs about the benefits obtained when using games in education can be challenged. Students who completed the gamified experience received better scores in practical assignments and in overall score, but the researchers finding also suggest that these students performed poorly on written assignments and participated less on class activities, although their motivation was higher.</td>
<td></td>
</tr>
<tr>
<td>P9</td>
<td>Leaderboards, narratives and deadlines were observed to be effective in improving user participation. However, the users seem to approach the externally motivated human VH interactions in a less realistic way.</td>
<td>Medical Students</td>
</tr>
<tr>
<td>P10</td>
<td>The number of students who used the designed system (MathDungeon) and scored above the median score on the test of math performance was greater than the number of students who used most popular math tutoring programs used in US colleges (ALEKS – for higher education)) and scored higher than the median score.ятие</td>
<td></td>
</tr>
<tr>
<td>P11</td>
<td>Results show significant increase ranging from lecture attendance to online participation, proactive behaviors and reading the course reference materials. Moreover, students considered gamified instances to be more motivating, interesting and easier to learn as compared to other courses.</td>
<td>Multimedia Content Production – MSc course in Information systems and computer Engineering</td>
</tr>
<tr>
<td>P12</td>
<td>The results suggest that gamification of engineering lab activities had a positive effect in terms of motivation, engagement and performance. This is indicated by a higher number of students who join the gamification (GM) website, the number of answers submitted by the GM group, the number of distinct days of participation and the score of exams for the GM group.</td>
<td>Engineering course – human factor</td>
</tr>
<tr>
<td>P13</td>
<td>The use of gamification in a classroom is expected to increase student engagement and motivation.</td>
<td>Computer Tools II course- Building Engineer and Architecture Degree</td>
</tr>
</tbody>
</table>
Table 4: Empirical Evidence of Usefulness of GEs in STEM Education (continued)

<table>
<thead>
<tr>
<th>Paper ID</th>
<th>Study Result</th>
<th>Course / Subject</th>
</tr>
</thead>
<tbody>
<tr>
<td>P14</td>
<td>Assistance of students increased on average from 60% to 86%. Punctuality of students increased in average from 10% to 79%. Participation of students increased on average from 15% to 47%</td>
<td>Process Management Challenge - Engineering Course</td>
</tr>
<tr>
<td>P15</td>
<td>There were some students who were motivated by gamification features while others were not. Students also have different badge indicators.</td>
<td>Physics, mathematics and chemistry course</td>
</tr>
<tr>
<td>P16</td>
<td>Based on the quantitative results it is concluded that there is no significant difference between partial and final test in the mathematical modeling routes phases.</td>
<td>Mathematics – Engineering and Integral Calculus course</td>
</tr>
<tr>
<td>P17</td>
<td>There was a positive impact on learning effectiveness. When the gamification elements were omitted from the application, there was decline in student achievements, decrease in user participation and user engagement.</td>
<td>Programming in Java</td>
</tr>
<tr>
<td>P18</td>
<td>The results evidenced an improvement in three areas: participation, collaboration and contribution). It was observed that each team member took an interest in each of the activities. The results showed 100% achievement in participation.</td>
<td>Software Engineering - Knowledge Management Process</td>
</tr>
<tr>
<td>P19</td>
<td>The student interviews and observations provided strong evidence that Game2Learn could be successful at enhancing student engagement and motivation. The results were positive only when students understood the game design concepts. Conversely, the performance was poor when students attempted tasks without reading the instructions.</td>
<td>Computer Science 1</td>
</tr>
<tr>
<td>P20</td>
<td>The results indicate an increase in the points earned by the group where the students can compare themselves with others.</td>
<td>Project Management</td>
</tr>
<tr>
<td>P21</td>
<td>There was an increase in the lecture downloads from 1.5 to 3 times. Compared to non-gamified years, the number of posts per student grew significantly 4 to 6 times in the first gamified year and 6 to 10 times in the second gamified year. They also observed higher minimum grades during gamified years.</td>
<td>Multimedia Content Production – MSc course in Information systems and computer Engineering</td>
</tr>
</tbody>
</table>
Table 4: Empirical Evidence of Usefulness of GEs in STEM Education (continued)

<table>
<thead>
<tr>
<th>Paper ID</th>
<th>Study Result</th>
<th>Course / Subject</th>
</tr>
</thead>
<tbody>
<tr>
<td>P22</td>
<td>Using game and social conditions resulted in higher average retention periods. Students in the game and social conditions group had higher test scores than students in the control group.</td>
<td>Computer Science - python</td>
</tr>
<tr>
<td>P23</td>
<td>When the gamification is used, users spend more time and complete more exercises. The total time that the student spent was significantly smaller when gamification was turned off.</td>
<td>Computer Science Programming - Java</td>
</tr>
<tr>
<td>P24</td>
<td>The major finding of the paper is that most of the gamification elements acted as motivational affordances, but reward points, leaderboards and badges were the most influential game design elements.</td>
<td>Multiple discipline</td>
</tr>
<tr>
<td>P25</td>
<td>There was a 500% increase in the attendance. TA’s strongly agreed that the practical sessions were helpful to students.</td>
<td>Introductory Computer Science Course</td>
</tr>
<tr>
<td>P26</td>
<td>The results showed that one third of the students agreed that badges were motivating, while another third indicated they were demotivating, and another third said they had no effect.</td>
<td>Data Structures and Algorithms</td>
</tr>
<tr>
<td>P27</td>
<td>Authors saw an improvement in student’s performance in learning technologies as badges acted as their intrinsic motivator.</td>
<td>HTML</td>
</tr>
<tr>
<td>P28</td>
<td>The badges helped students improve their course performance due to an urge to grab more badges.</td>
<td>Data Structures and Algorithms</td>
</tr>
<tr>
<td>P29</td>
<td>There is a statistically significant difference in mastering topics before and after the gamification was introduced. The results also showed students worked beyond the requirement to master the unexplored topics of the course.</td>
<td>C-Programming Language</td>
</tr>
<tr>
<td>P30</td>
<td>The survey results suggested that game elements were positive a addition to the application and the students reported that they motivated them to learn about the campus. Authors found that leaderboard was a major motivating factor.</td>
<td>Orientation</td>
</tr>
</tbody>
</table>
In this dissertation, a systematic literature review study has been conducted to analyze the use of gamification in STEM courses. The scope of this SLR was gamification in STEM wide discipline, thus only education or serious games were considered. The study identify the most commonly used GE in different STEM courses. The researcher also evaluate the primary studies, seeking to analyze how the application of game mechanics in an educational context affect aspects such as user motivation, user engagement, user participation, etc. were impacted. The results show that integrating gamification elements into STEM education helps in achieving positive educational outcomes. Particularly, the addition of gamification elements into the online learning material has been shown to act as a motivation factor for students to become more active in learning.

The results obtained during the analysis of the primary studies show that the existing literature on gamification is more utilized in computer science level one courses (CS1). Most of the studies examined look at programming within the CS1 curriculum. This show up an important gap that must be addressed since other STEM courses (example chemistry and physics) and other areas of computer science (such as software testing and software engineering) have not been studied to their full extent.

Another shortcoming identified was that most of the studies make use of the most common GE, which are; leaderboard, badge and points. This reflects that researchers do not focus on

<table>
<thead>
<tr>
<th>Paper ID</th>
<th>Study Result</th>
<th>Course / Subject</th>
</tr>
</thead>
<tbody>
<tr>
<td>P31</td>
<td>Authors observed that the enrollment rate was up, dropouts were down, and grades were noticeably improved. Subjective comments from the students suggested a greater interest in software engineering course.</td>
<td>Software Engineering</td>
</tr>
</tbody>
</table>

Table 4: Empirical Evidence of Usefulness of GEs in STEM Education (continued)
intrinsic motivation such as psychological and behavioral variables. The use of GE which is too simple can lead to some students not finding gamified learning activity engaging hence enthusiasm for utilizing the platform diminished after two or three days.

One other gap that we were able to identify is the nonexistence of empirical study that shows the impact GE has on gender. The researcher would like to see study carried out on this topic to see the difference between female and male performance as well as to highlight different ways in which gender are motivated. In our opinion, the researcher would like to also see ways in which gamification can be used to pursue STEM studies and retain women in the STEM field, particularly computer science.

Results are intended to be applied in the area of gamification in computer science / software engineering and will be used to improve the design and usability of an online learning environment by extending the range of STEM courses supported in the online environment. While there are some studies underway, the researcher plan to report the results and conduct additional studies guided to build a larger body of evidence on the usefulness of gamification in CS/SE education.

The researcher invite researchers to conduct more studies that focus on other STEM courses outside of computer science. The researcher foresee that within the next decade, there will be more empirical evidence in STEM to further support its application.
4. VALIDATION OF CODE REVIEW IMPLEMENTATION IN CS1/CS2/SE COURSES ACROSS MULTIPLE INSTITUTION

This chapter describes the framework of the research. This chapter describes a series of three controlled studies (one building on another) that evaluated different aspects of code review (at individual and in collaboration with peers) in different courses (CS1, CS2, Software engineering courses) across different higher education institutions (NDSU and Miami University). The studies focused on developing a checklist that students can use when performing code reviews with the underlying goal that the code review sessions can help students become better programmers and lifelong learners. Section 4.1 explains the study that evaluates the impact of Learning Objects availability within SEP-CyLE on CS1 student learning at North Dakota State University. A study was conducted with CS1 students to gain insights into the relationship between PCR and code development to help CS1 students understand programming concepts and improve their programming skills, which is describe in Section 4.2. Section 4.3 explains the study that was conducted to evaluate the usefulness of guided (checklist) PCR on CS2 students’ learning of programming concepts. Section 4.4 describes the study that evaluated the usefulness of guided (checklist) PCR on CSE students’ learning with respect to programming concepts and coding standards.

4.1. Study 1: Evaluating the Impact of the Frequency of LOs in SEP-CyLE

SEP-CyLE enables instructors to provide students with access to LOs depending on the way SEP-CyLE is integrated with in-class course meetings. In the past, at NDSU, instructors have used SEP-CyLE where LOs are assigned at the beginning of the course or randomly and students can access them at their perusal or interest. Based on the feedback collected during past studies, it was reported that, if LOs can be more closely integrated with the content being covered during the
class lectures and lab assignments, students can use LOs to self-assess and identify areas they need improvement. This study was intended to analyze the impact of frequency of LO assignment (e.g., assigning LO's every week vs assigning them randomly whenever the instructor believes that extra resource support would help the students to better understand the concept) on student learning and understanding of programming concepts in an introductory programming course. The study was conducted across two different sections of an introductory programming course (CS1) taught by two different instructors during the same semester. Each section represented a different experimental condition. The study utilized a pre- and post-test instrument to measure the impact associated with using SEP-CyLE’s resource support on student learning outcomes.

4.1.1. Study 1: Study Goal

This study had two primary objectives. The essential goal was to analyze the impact of Learning Objects availability within SEP-CyLE on student learning, which formally is phrased as follows:

Investigate the effect of availability of digital learning objects included in SEP-CyLE on students’ acquisition of software programming and testing conceptual knowledge, tools and techniques in an introductory computer programming course

The second goal of the study is to evaluate the overall satisfaction of students on different features of SEP-CyLE as well as its usability in the programming course and to enhance its future usage.

4.1.2. Study 1: Participating Subjects

The study was conducted across two different sections of an introductory programming course at North Dakota State University, taught by two different instructors. A total of 26 students participated in the study.
4.1.3. Study 3: Study Procedure

The study was conducted in one CS2 class over a period of four weeks during the summer of 2019. PCR sessions were conducted once per week and lasted approximately thirty-five minutes. During each PCR session, students were given a different piece of code to review. Each piece of code contained 20-70 source lines of code (SLOC) and was written in Java. Each code fragment was seeded with multiple errors representative of most commonly committed errors by students at North Dakota State University. No line of code exhibited multiple errors. The code examples were developed in consultation with two CS2 instructors at NDSU and included topics that students in CS2 had previously discussed in lecture including doubly linked lists, array sorting, trees traversal, Breadth First Search in graphs). The study procedure included the following major steps:

**Step 1:** Introduction to PCR: Students were introduced to guided PCR and the purpose of the study.

**Step 2:** Individual Peer Code Review: Students were given individual error checklists, example code, and error sheets for them to record errors in the code. Students were first asked to review a piece of source code individually using the checklist. A sample of questions used to guide code review is shown in Figure 6.

1. Are all loops correctly formed, with the appropriate initialization, increment and termination expressions?
2. Do Boolean functions return the correct value?
3. Has correct syntax used for logical operators?
4. Are values assign to the correct variable?
5. Are there any typographical error such as = = instead of = or != instead of !
6. Are variables mathematical calculation done correctly such as adding instead of subtracting?

**Figure 6: Sample Java Checklist**
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The researchers in consultation with the course instructor developed four pieces of code for error abstraction, with each piece of code becoming progressively more difficult, in terms of both programming concepts covered and the number of SLOC. In each piece of code, five categories of errors were seeded with on average of 20 errors in total; at least one error belonging to each category was seeded in each piece of code. The seeding of errors was done with input from instructors who have identified major errors committed by students in CS2 programming course at NDSU. Table 5 shows the category of errors. The output of this step was 16 “individual error sheets” (one per student) that described the errors (including Line # in source code and error description) found during each code review session.

<table>
<thead>
<tr>
<th>Category of Errors</th>
<th>Definition of Errors</th>
</tr>
</thead>
<tbody>
<tr>
<td>Initialization Declaration Error</td>
<td>Not creating or declaring an identifier used in program</td>
</tr>
<tr>
<td>Method call / Definition Error</td>
<td>Not naming or invoking a method correctly</td>
</tr>
<tr>
<td>Arrays, linkedList and trees Error</td>
<td>Not indexing an array correctly, not creating a node correctly or defining pointers correctly, assigning a value to the wrong variable</td>
</tr>
<tr>
<td>Output Error</td>
<td>Grammatical errors in displayed output or improper statement termination or incorrect output formatting</td>
</tr>
<tr>
<td>Flow of control Error</td>
<td>Improper looping, incorrect value return for Boolean function or incorrect use of syntax for logical operators, adding numbers instead of subtracting</td>
</tr>
</tbody>
</table>
**Step 3:** Group Peer Code Review: Students were randomly assigned to pairs (groups of two) to find and record any additional errors on a new error sheet (group error sheet) using the checklist. Students were asked to first discuss their individual results (found during Step 2) and only record new errors (not found by either of the students belonging to the pair). The goal of this step was to identify the importance of team based review activity. The output of this step was eight “group error sheets” (one per group) that described the new errors.

**Step 4:** Code Reflection sheet: After students finished reviewing each piece of code, they were asked to fill out a reflection sheet for that code fragment that described actual seeded errors. Each reflection sheet (a total of four for each PCR session) described actual seeded errors in the code, the location of each error, asked students to comment if they did (or did not) locate the error, and to provide comment if they did not agree it was an error.

**Step 5:** Discussion: After each reflection period, and prior to subsequent guided PCR session, researchers discussed the seeded errors in the code artifact and used the reflection to encourage discussion of common programming errors.

**Step 6:** Survey: At the end of the four-week study, a survey was administered to gather students’ feedback on the usefulness of checklist in PCR exercise and its impact on their improved understanding of programming concepts. Students responded to a set of questions using a 5-point Likert scale.

### 4.1.4. Study 1: Study Procedure

The study procedure included five major steps:

*Step 1-- Pretest:* A pretest was conducted at the start of the semester prior to introducing SEP-CyLE in order to determine the student’s baseline knowledge associated with programming concepts.
Step 2 -- Introduction of SEP-CyLE: The students were provided with information about using SEP-CyLE. They were trained on how to browse learning objects and video tutorials, how to track their efficiency, how to change their profile details and socialize with their peers within the cyber learning environment, and how to post in the discussion forums.

Step 3 Assigning LOs to the students: For the experimental group, students were assigned an LO each week based on course content being discussed that week. For the control group, all the required LOs were assigned to students at the beginning of the semester. The students were expected to complete each LO and were graded based on the results of LO quizzes. All of the LOs used, were developed by the SEP-CyLE development team or by researchers specifically for use in the course.

Step 4 -- Posttest: Towards the end of the semester, the students were reevaluated using a posttest instrument which had a set of questions similar to those in the pretest instrument. This was done to understand the impact of additional resource support on improvement in the conceptual knowledge of the students.

Step 5 -- Survey: Towards the end of the study, students participated in a focus group analysis to gather the feedback for enhancing SEP-CyLE for future courses.

4.1.5. Study 1: Data Collection and Evaluation Criteria

The main data source is the student’s responses to the pre- and post-tests described previously. The students also completed a survey where they responded to questions using a 5-point Likert scale. The study also collected SEP-CyLE data for all students in terms of the number of LOs attempted, number of LOs passed, and time spent on SEP-CyLE, and the number of virtual points the student earned. The researcher also analyzed students’ performance in terms of their assignment scores, exam scores and end of semester grades.
Following that the researcher evaluated the relationship between the different variables to evaluate the impact of SEP-CyLE usage metrics on the student’s performance in different sections. The independent variables and the dependent variables are listed below.

4.1.6. Independent and Dependent Variables

**Independent Variables:**

- Number of LO’s attempted: This is measured as the Number of LOs that students attempted from the assigned ones in Sep-CyLE.
- Number of LO’s passed: This is measured as the number of LOs completed by students with at least 80% questions correctly answered.
- Total time spent on SEP-CyLE: Sum of the total amount of time spent on all LOs.
- Virtual Points earned: For each LO or activity completed, students earn virtual points.

**Dependent Variables:**

- Average assignment scores: Average of all the assignment scores of students.
- Average exam scores: Average of all the exam scores of students.
- End-of-semester course grades: These are the grades that are assigned to students at the end of the semester.

4.1.7. Study 1: Summary of Results and Analysis

This section describes the results that have been found in this study.

To evaluate the impact of SEP-CyLE on the student’s understanding of the programming concepts and their proficiency associated with tools and techniques, a comparison between pre- and post-test was performed. The result from paired t-test showed that the increase was statistically significant (at p < 0.01) or both groups. From Figure 7, there was an increase in post-test scores for both of the sections. The result from paired t-test showed that the increase was statistically
significant (at p < 0.01) for both groups. The highest increase was for the experimental section that had enabled allocating LOs on a weekly basis.

Additionally, the researcher divided the pre/posttest question into following categories:

- Memory Management: 1, 2, 11 and 15
- Basic Programming Concepts: 3, 4, 7, 8, 9 and 21
- Arrays: 4, 5, 10, 11
- Basic Operators: 6 and 20
- Methods: 7
- Pointers: 10
- OOPs Concepts: 12, 13, 14 and 15
- Software Testing Concepts: 16, 17, 18, 19 and 20

Figure 7: Pre and Post Test Scores of Control and Experimental Group
The study compared the average pre/posttest scores across both sections to assess whether the improvement in post-tests was measurably noteworthy for all programming concepts. Based on the results, there has been improvement in the post test scores of both sections, which is shown in Figure 6. Surprisingly, the experimental group students did not answer questions related to methods concepts. This may be because they are still struggling to understand the concepts of methods. Even when we examine the control group, there is no improvement in their posttest scores in methods area, which can be also looked as a knowledge deficiency of students in that particular area.

**Table 6: Relationship between SEP-CyLE Usage Metrics vs. Student Performance**

<table>
<thead>
<tr>
<th>Vs.</th>
<th>Control Group</th>
<th></th>
<th>Experiment Group</th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Average assignment scores</td>
<td>Average exam scores</td>
<td>End-of-semester course grades</td>
<td>Average assignment scores</td>
</tr>
<tr>
<td># of LOs attempted</td>
<td>r = 0.412</td>
<td>r = 0.231</td>
<td>r = 0.392</td>
<td>r = 0.685</td>
</tr>
<tr>
<td></td>
<td>p = 0.101</td>
<td>p = 0.371</td>
<td>p = 0.119</td>
<td>p = 0.06</td>
</tr>
<tr>
<td>#Los passed</td>
<td>r = 0.412</td>
<td>r = 0.231</td>
<td>r = 0.392</td>
<td>r = 0.829</td>
</tr>
<tr>
<td></td>
<td>p = 0.101</td>
<td>p = 0.371</td>
<td>p = 0.119</td>
<td>p = 0.01</td>
</tr>
<tr>
<td>Time Spent</td>
<td>r = 0.275</td>
<td>r = -0.192</td>
<td>r = 0.157</td>
<td>r = 0.667</td>
</tr>
<tr>
<td></td>
<td>p = 0.285</td>
<td>p = 0.459</td>
<td>p = 0.547</td>
<td>p = 0.07</td>
</tr>
</tbody>
</table>

Table 6 provides the Pearson correlation coefficient ‘r’ (strength of correlation) and p-value ‘p’ (statistical significance) between these independent and dependent variables. The experiment group has stronger positive correlation (significant at p-value <0.1) Also, providing extra resource support can positively contribute to the overall success of students in an introductory computer programming course. Based on these results, the SEP-CyLE LOs had a positive impact on students’ performance.
In terms of student feedback, there was positive feedback of SEP-CyLE with regards to how the students felt about the Learning objects and overall satisfaction with the website, its ease and clarity of information as shown in Figure 9 & 10. Students rated their responses on a 5-point Likert scale [1= Strongly Disagree; 2= Disagree; 3= Neither Agree nor Disagree; 4= Agree; 5= Agree]
Strongly Agree]. Starting with the satisfaction of the website and its ease of use, SEP-CyLE had positively impacted students positively. Most of the students strongly agree that SEP-CyLE is pleasant. With regards to Learning Objects, survey results from Figure 10 indicated that students are satisfied with the learning objectives content and most of the students were positive about how the learning objects helped them in understanding the programming concepts.

![Overall Reaction to Websites](chart.png)

**Figure 9: Survey Results of Overall Reactions on the Website**
When students were asked about how many learning objects the students completed during their term of course half of the students indicated that they had completed more than 11 learning objects, which suggests that the students are more motivated to use LOs (Figure 11)
Whereas Figure 12 provides us the details of the number of LOs that are completed by students as part of their coursework. All the survey results indicated that the students are satisfied and positive with the usage of SEP-CyLE. Also, to get a better understanding of their opinion about different features of SEP-CyLE, the researcher asked them some set of sub questions like how virtual points of SEP-CyLE affected their individual and team performance, did use of SEP-CyLE improved their course performance and so on. The researcher categorized these questions and are presented below.

**Gamified Feature Related Questions**

![Survey Results of Gamification Features Related Questions](image)

**Figure 12: Survey Results of Gamification Features Related Questions**

The study also asked students to describe how motivated they are to use SEP-CyLE and finish the assigned tasks and whether gamification had an impact on the students’ behavior. Figure 12 depicts the survey responses regarding gamification features of the website. And there was a highest positive response that the virtual points have helped the students to perform the task and visit the website frequently.
Discussion of Results: The outcomes from this study revealed the promise of making use of SEP-CyLE with continuous resource support and learning engagement strategies included to provide better results in teaching software programming and testing concepts for introductory computer programming courses. Based on the correlation results, providing students extra resources based on what is taught during that period of time would enhance their understanding of the concepts clearly. From this study, it is evident that there is significant improvement in students’ performance when they have been assigned the respective learning material. Assigning one LO on a weekly basis that covers major topics, for e.g., Arrays and white box testing, is needed for supporting continuous student learning. As the results from this section have also shown that students are struggling with Methods concepts, this could be because they were not able to apply the concepts that they learnt or may not be able to recall the topics that were taught during the semester.

From this study, it is observe that some students were motivated by leaderboard and virtual points as it provides instant feedback and allows students to continuously strive to improve their place in the rankings. However, taking a look at Figure 11 closely, other students are not motivated by these elements. This could be because they might have not enjoyed the element of competition that leaderboards and virtual points have introduced into the learning environment. Also, students are still struggling with methods concepts even after completion of their score, which is a significant observation that the researcher found in this study.

It was noticed that a digital LO should be allocated after a topic is introduced in the class but before in-class quizzes or exams to improve student performance. Survey results showed that students would like to work on LOs in groups using SEP-CyLE. LOs allowed students to evaluate and improve their understanding before attempting major assignments.
**Threats to Validity:** This section attempts to address a few of the threats to validity that could possibly have influenced the results of the research. A major threat is the small size of subjects taking part in this study, which limited the data analysis. Second, the students might not have taken the posttest seriously because it was voluntary (i.e., it did not have an impact on their grades) and they might not have been motivated/inspired to perform well on it. Another validity threat would be that both the sections were taught by different instructors and their teaching strategy might be different. However, all the students were taught the same material.

In this dissertation, the study described our approach of providing continuous resource support with SEP-CyLE in conjunction with the use of gamification elements. The study talked about the current design and the outcomes of the experimental study in order to determine the impact of SEP-CyLE with continuous resource support on the students’ learning. Our results have indicated that while the use of SEP-CyLE with gamification elements can positively impact students’ performance and engagement in an introductory programming course. In future studies the researcher intend to use SEP-CyLE in upper level CS courses and assess how continuous resource support along with the learning engagement strategies affect students outside of introductory programming courses.

4.2. Study 2: Peer Code Review CS160

As mentioned earlier, SEP-CyLE is currently limited in ways students can collaborate on programming tasks that would help improve their conceptual and practical understanding of programming. Before these collaborative features can be implemented in SEP-CyLE with other LESs, it is important to understand the ways collaboration can be effectively used in the context of CS/SE classrooms. On that end, at NDSU, pair programming has found to be an effective pedagogy in CS1/CS2 classrooms. This study is extending that idea by implementing peer code
review (where students review an externally developed code) and learn best practices at developing their own code and at comprehending someone else’s code (both skills needed after graduation). Therefore, the researcher conducted a controlled study to gain insights into the relationship between peer code review (PCR) and code development to help CS1 students understand programming concepts and improve their programming skills. This goal aimed at evaluating whether PCR can assist students’ at improving their programming skills in CS1 courses. The secondary goal is to understand how PCR can be used as a pedagogical tool to help students improve their conceptual understanding of programming. To accomplish these goals, a pretest-posttest experiment was conducted in CS1 class wherein students participated in PCR of externally developed code samples seeded with realistic faults. After each PCR session, students were asked to reflect on their review results, discuss errors, and ways to avoid them when developing their own programs. Post PCR sessions, students developed their own programs. At the end of study, students provided feedback on the usefulness of PCR in an introductory programming course.

4.2.1. Study 2: Study Goal

The major goal of this study is to gain insights into the relationship between PCR and code development to help CS1 students understand programming concepts and improve their programming skills.

4.2.2. Study 2: Research Question

The study formulated the following three research questions to accomplish our research goal:
• **Research Question 1 (RQ1):** What major insights regarding student learning of programming concepts can be gained from using peer code review in CS1 classroom?

• **Research Question 2 (RQ2):** Does peer code review lead to an improvement in programming abilities of students?

• **Research Question 3 (RQ3):** How can PCR be integrated into CS1 curriculum to improve student learning and engagement?

4.2.3. Study 2: Participating Subjects

This study was conducted in an introductory programming course at North Dakota State University. A total of nineteen students elected to participate in the study. The student participants were made up of CS and non-computer science majors, most of which are in their freshman year and had almost negligible prior programming experience.

4.2.4. Study 2: Study Procedure

The study was conducted over a period of three days and lasted fifty minutes each day. The study procedure included following major steps:

*Day 1:* Students were provided with three different code-snippets (each piece of code contained 30-60 SLOC and was written in Java). These code-snippets were executable Java code and were seeded with errors representative of most commonly committed errors by introductory programming learners. To establish a baseline of students’ programming knowledge, students were asked to predict the output of these faulty code-snippets. These code snippets included topics that students in CS1 were recently taught and that students struggle at comprehending (including loops, arrays, exception handling). The code snippets were developed in consultation with two CS1
instructors at our university. The evaluation of students’ ability to predict the expected output is referred to as ‘pre-test’ in the remainder of this section.

**Day 2: PCR** - Next, students were asked to review ‘code snippets” (a piece of source code with 30-60 SLOC). Three pieces of codes were created by researchers in consultation with the course instructor. These code samples were developed based upon the topics that were recently taught in class. Each snippet was progressively more challenging, both in terms of programming constructs and the length of the programming activity. In each code snippet, six categories of errors were seeded (18 errors in totality); one error belonging to each category was seeded. Errors were seeded in consultation with two CS1 instructors that had identified major errors categories identified in CS1 programming course deliverables. These error categories are listed in Table 7.

<table>
<thead>
<tr>
<th>Category of Errors</th>
<th>Definition of Errors</th>
</tr>
</thead>
<tbody>
<tr>
<td>Declaration Error</td>
<td>Not declaring an identifier used in program</td>
</tr>
<tr>
<td>Exception Error</td>
<td>Event that will disrupt the normal flow if instructions</td>
</tr>
<tr>
<td>Loop counter Error</td>
<td>a mistake in a program’s source code that results in incorrect or unexpected behavior</td>
</tr>
<tr>
<td>Instantiation Error</td>
<td>Occurs when an application tries to use the Java new construct to instantiate an abstract class or an interface.</td>
</tr>
<tr>
<td>Library Error</td>
<td>library that cannot be located by the Java Runtime Environment</td>
</tr>
<tr>
<td>Reference Error</td>
<td>Trying to use a variable before it is defined.</td>
</tr>
</tbody>
</table>

First, students were instructed to review each code-snippet. After students finished reviewing the first code sample, they were asked to fill the reflection sheet for that sample (that described actual seeded errors) before attempting subsequent code-snippets. Each reflection sheet
(a total of three for each code sample) described errors in that code, the location of the error and asked students to report if they were able to identify each error (Yes/No)? If they reported it? and the reason if they noticed but did not report. After each reflection and prior to the subsequent PCR session, researchers and CS 1 instructor discussed the faults that were seeded into the code artifact and used the reflection to foster discussion of common programming errors.

**Day 3: Posttest**- During the final day, students were asked to write three new programs in java (that were similar in terms of code artifacts reviewed during the prior step). These programs were subsequently evaluated by researchers to evaluate the impact peer-code review had, on the quality of code produced by the students. At the end of the study, a survey was administered to gather students’ feedback on the usefulness of PCR exercise and its impact on their improved understanding of programming concepts. Students responded to a set of questions using a 5-point Likert scale. From Figure 13, it is evident that student’s knowledge has been increased from code snippet 1 exercise to code snippet 3 PCR exercise. Prior to the introduction of code snippet 1no intervention in the form of discussion was provided to students. After code snippet 1, the researcher had a five minutes discussion with students about the reflection sheet. This intervention helped students to identify the types of errors and they were able to identify more errors in code snippets 2 and 3.

**4.2.5. Study 2: Data Collection**

The researcher collected quantitative data during the PCR sessions and when evaluating the quality of the code produced by students post PCR. Specifically, collected data regarding the categories (Table 6) and number of errors reported during each PCR exercise, the number of errors left undiscovered during each PCR exercise, the type and number of errors made when students developed their own code.
Additionally, the study collected data regarding the students’ feedback on code review and code development activity. These questions provide insights regarding the students’ overall satisfaction with the PCR. The feedback from students allowed researchers to evaluate the usefulness of the peer code review and the code development activity in an introductory programming course.

4.2.6. Study 2: Data Analysis and Results

In this section, initially the PCR, pre- and posttest results were analyzed and later the correlation analysis and survey results are described.

Study 2 (RQ1): What major insights regarding student learning of programming concepts can be gained from using peer code review in CS1 classroom?

This RQ aims at gaining insights on using PCR technique while teaching CS1. To answer this question, the researcher analyzed students’ output on Day 2 (PCR sessions) in terms of the number of actual errors found by students when reviewing each code snippet. This was done to identify errors that students were able to identify, errors that students were not able to identify, and the impact of discussion/reflection had on their peer-review performance.

To provide an overview of the results, Figure 13 compares the percentage of errors reported by students belonging to each of six categories of errors seeded in each code snippet. The results are presented in terms of percentage of errors reported by students for each error category and for each code snippet.
The major observations are discussed below:

**Most and Least reported errors:** When comparing the average values across all three code snippets, Declaration (an average of 89.47%), loop (an average of 68.42%), and reference (an average of 78.95%) were most commonly reported errors. Similarly, Exception Handling (an average of 43.86%), library (an average of 42.11%) and instantiation (an average of 50%) were least reported errors. Based on these values, students did not seem to have a good understanding on the correct usage of libraries and instantiations in coding. Researchers and CS1 instructors speculate that students are not able to report exception handling errors because of their dependence on IDE (e.g., Eclipse). Students tend to rely on trial and error (trying to figure out what each line in the code is actually doing) when trying to report the error.

**Improvement in student output across code snippets:** The researcher also noticed an improvement in the review performance of students. Students found an average of 5.5 errors when reviewing the first code-snippet, 13.5 errors when reviewing the second code-snippet, and 16.5
errors during the last review session. This is consistent across each error category (expect ‘library’ error types) as well. Students’ ability to report library errors does not follow the same trend (e.g., students reported fewer library errors when reviewing the second code snippet). Based on the reflection reports, students did not pay attention to incorrectly spelled imported libraries which was discussed post inspection which shows improvement during the third code review. Researchers noted that using reflection to discuss the actual errors seeded between each peer review session helped students improve their understanding of errors and is reflected in their improved ability to report those error types in subsequent review sessions.

**Analysis of reflection sheets:** The researcher also analyzed students’ reflections (post PCR session) to gain insights into the reason they were not able to report particular types of errors. A summary of the students’ thought process is listed in Table 8. One of the things that emerged from students’ responses is “overlooked / assumed wasn't an error” which would explain a significant improvement (145% increase in performance from first to second code review). One of the major insights gained from the reflection reports is that students tend to “power browse” (and not read each line of the code under review). As a result, they did not report errors in the first code snippet due to lack of attention to detail. However, as students progressed from one code snippet to the next, the researcher noticed that their readability and their attention to detail improved as they were able to find and report errors that were previously undetected.
## Table 8: Reasons Students did not Report Errors

<table>
<thead>
<tr>
<th>Category of Errors</th>
<th>Comment (Why did you not locate the error)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Declaration Error</td>
<td>Did not pay attention to detail, overlooked</td>
</tr>
<tr>
<td>Exception Error</td>
<td>Not as familiar with using files, did not remember, IDE would catch error, did not recognized, did not know it was an error, forget, did not the variable was a string, did not look at it close enough, only use file once and forget the correct syntax, not a lot of practice with files, not enough experience with java, was not looking for the error, overlooked.</td>
</tr>
<tr>
<td>Loop counter Error</td>
<td>Missed it, did not have iteration in mind, have never seen such a case, did not know it was an error, did not recognize it, and did not understand the error.</td>
</tr>
<tr>
<td>Instantiation Error</td>
<td>Assumed it was not required, Missed, overlooked.</td>
</tr>
<tr>
<td>Library Error</td>
<td>Use to automatically import libraries, rely on the compiler to find error, did not check, IDE would catch error, forgot, did not recognize, missed it, did not look at libraries, though it already had it, overlooked it, was nervous, attention to detail was lacking.</td>
</tr>
<tr>
<td>Reference Error</td>
<td>Was not sure about the format, did not know, did not see error, missed, did not pay attention to detail, overlooked, did not think about it, assumed to be there, did not think it was an error, overlooked, forgot.</td>
</tr>
</tbody>
</table>

### Study 2: (RQ2): Does peer code review leads to an improvement in programming abilities of students?

The purpose of this question is to assess the impact of peer code review (Day 2) on students’ improved understanding of programming concepts (Day 3) when compared against their baseline understanding (Day 1). To answer this question, the researcher compared student results during the Day 1 (pretest - students’ understanding of programming concepts based on their ability to correctly predict program output in an externally developed programs with seeded faults) vs. during the Day 3 (posttest - type of naturally occurring errors made by students when developing...
their own programs). Figures 14 and 15 show pre and post-test results respectively. Based on the results from the correlation analysis, the researcher found that students who were not able to predict the output of the code in the pretest committed fewer errors in the posttest. The Correlation between pre and posttest produces an \( r \)-value of 0.6196 and \( p \)-value = 0.004664. This is because of the PCR session that took place on Day 2 of the study.

![Figure 14: Pretest-Percentage of Correct Answers](image1.png)

![Figure 15: Posttest-Total Number of Errors Made](image2.png)
The researcher also performed correlation analysis between the number of errors identified during PCR (Day 2) and their Posttest (Day 3) performance. The result showed a strong negative correlation between the # of errors identified during the PCR activity and # of errors committed during their code development ($r= 0.88$, $p<0.001$). This result is interesting in the sense that, students that are able to identify errors when reviewing someone else’s code are able to retain that information and are less likely to make errors when developing their own code. This correlation analysis was done separately for each error type (i.e., # of error of each type detected during PCR and # of errors of each type made during their own code). The results showed negative relationships for each error type but significant results ($p<.01$) were observed for Loop Counter, Instantiation and Reference error types. Again, this indicates that the more errors students identify during PCR exercise, the less likely they are to make those errors when developing their own code.

This also provides evidence that PCR can be an effective pedagogical intervention at helping students discover common error types (that their peers often commit). Instructors can use PCR to foster class discussion and help students understand ways of avoiding making those errors when developing their own code.

**Study 2: (RQ3): How can PCR be integrated into CS1 curriculum to improve learning?**

To answer this question, we analyzed qualitative data provided by students from the reflection sheet (PCR sessions on Day 2) and student rating on a 5-point interval scale from the end-of-study questionnaire. Only the most relevant study results are discussed below.

First, the researcher analyzed students’ responses to questions on PCR exercise and its impact on code development. Based on the results, PCR was viewed as the most useful method at understanding common programming errors (an average usefulness rating of 4.26) and for code development (an average usefulness rating of 4.3). Students also reported that they felt PCR
improved their ability to review code and find real faults (an average usefulness rating of 4.1). Instructors involved in CS1 also mentioned that reflection instruments could foster discussion of common programming errors because everyone is reviewing the same code samples and reflecting on the same set of errors seeded in the code samples.

Next, the researcher analyzed students’ responses in terms of their satisfaction with PCR and code development exercises. The results indicate that students were highly satisfied with both PCR exercise (an average satisfaction rating of 4.0) and code development exercise (an average satisfaction rating of 4.15). Next, the researcher collected students’ qualitative data (written responses) to understand their perception of PCR exercise. The word cloud in Figure 16 was constructed from students’ responses and highlights that students find PCR helpful and a good learning tool. Students specifically commented that they felt that PCR helped them improve their programming skills and that they will be able to retain knowledge of programming errors when developing code in future.

Figure 16: Students Perspective on PCR Exercise
The researcher also elicited student responses in terms of concepts that they still find challenging. Figure 17 shows that students struggle to understand problems relating to nested loops, two-dimensional arrays, class and object instantiation.

![Image: Difficult Topic Areas in CS1](image)

**Figure 17: Difficult Topic Areas in CS1**

Based on the results from this study, PCR sessions and reflection instruments can allow instructors to help students understand common programming mistakes, analyze most challenging CS1 topics, and align course materials to improve student understanding of those hard-to-comprehend topics. PCR can assist instructors at highlighting common mistakes made by beginning programmers by having student review code samples from previous students. PCR can also help students improve their understanding of basic program design when reviewing multiple solutions of the same program specifications. A larger collection of peer code snippets for different topic areas can aid critical thinking skills and engagement in CS1 class. Authors of this dissertation are interested in exploring if PCR can be integrated into a cyber-learning environment (specifically, SEP-CyLE that some of the authors are part of the development team [9]) to assist
students in knowledge acquisition of introductory programming and software engineering concepts.

4.2.7. Study 2: Discussion

This section provides additional insight of results presented in earlier sections and future plans for evaluating effective implementation of PCR in CS1 classrooms.

One of the major insights gained from the study is that PCR can be used to systematically improve students’ understanding of programming concepts. Using PCR as a teaching approach helps students and instructors in the following ways:

- It encourages students to critically analyze programs in terms of program design as they try to either predict output or when trying to discover errors present in the code;
- It provides instructors a means of making students self-discover most common programming errors;
- It reinforces students to think about the errors they may have discovered in someone else’s code when developing their own code which in turn can help students become better programmers;
- It also allows students to understand different ways in which a programming task can be solved and exposes them to different ways of algorithm designs;
- PCR process is a common practice in industry especially when students begin their jobs in industry. This exercise can also help students learn important skills on how to comprehend someone else’s code and learn how to develop code that is easy to comprehend for others as well;
- PCR helps students to be more actively engaged in their own knowledge acquisition and can be expanded to be more collaborative if instructors choose to do so.
The researcher gained some important insights into the CS1 challenging topics (that included multidimensional arrays, objects and class, nested loops) that instructors can use in future PCR exercises to improve students’ understanding of these concepts. It must be noted that not all students found these topics difficult to learn. Additionally, during the PCR sessions, students became more comfortable with looping based on loops over ranges of integers but, in some cases, were still unable to complete problems that contained nested loops in 2-dimensional arrays. This information is very useful when designing future PCR exercises. The researcher also noticed that as students were able to retain information gained during each PCR session and were able to identify errors (that they had missed during the prior PCR sessions) even if the code being reviewed was more complex (compared to the code used in previous session). This is a very meaningful result that students are able to not only learn but also retain and use it when developing their own code (as evidenced by high quality code produced during the post-test).

Since this was an initial investigation, the researcher are planning to conduct future research that will allow us to develop a large enough repository of code artifacts with seeded faults that can be seamlessly integrated at different points in the CS1/CS2 programming course. The long-term goal of this research is to use code-reading techniques to develop a taxonomy of common syntactic and logical programming errors made in CS1 and to provide students with resources that will help them prevent students from committing most commonly occurring errors.

The researcher are also planning to incorporate PCR into our cyber-learning environment, called SEP-Cyle (Software Engineering and Programming – A Cyber Learning Environment) [9]. SEP-CyLE is an online repository that contains small chunks vetted learning objects (LOs). It is developed to assist instructors in teaching and to improve students’ fundamental understanding of
introductory computer programming and software engineering concepts. SEP-Cyle uses a combination of learning engagement strategies (LES) to get students motivated to be more involved in learning programming concepts contained in LOs. One of the LES is collaboration, which facilitates interaction among individuals. Studies have shown that collaboration has positive results across different levels of education, ranging from young children doing their school projects like craft work in teams to university students working on development projects [12] [13].

the researcher are planning to include PCR as an individual and collaborative learning tool for students. This will be done by providing students with online PCR tutorials, which will comprise of a variety of software programming concepts and common programming errors. Students can then browse through LOs and tutorials; the researcher will then analyze their understanding of those concepts through quizzes.

**Threat to Validity:** This section attempts to address some of the threats to validity that may have affected the results of the research. A major threat is the relatively number of participating subjects, which limits the impact of results. The researcher plan to conduct additional studies to address this threat. Second, students may not have taken the posttest seriously because it was voluntary (i.e., did not have an impact on grades) and they might not have been motivated/inspired to do well on it. While our pretest was not consistent with the posttest, both pretest and posttest codes were similar in structure and complexity. Furthermore, the defects seeded in the code snippets were done manually may not be representative of naturally occurring faults. The researcher plan to conduct further studies to address these threats.

The current study showed that PCR is a useful way at helping students understand programming concepts and at improving their programming skills. While some concepts continued to be troublesome for the students through the end of the study, the researcher also saw evidence
of improvement over the course of the experiment. The researcher strongly recommend the integration of peer learning techniques, like the PCR discussed in this study, for reinforcing programming concepts and improving programming skills throughout the semester.

4.3. Study 3: Guided Peer Code Review CS161

Our initial study supports the idea that PCR can be used to support programming pedagogy [86] in higher education. Based on a feasibility study, it was found that finding errors in someone else’s code reduced the likelihood of committing similar errors when students went on to develop their own code. However, students were not reporting many errors when they did not have a list of questions that guided them to identify errors, which resulted in students not pay attention to detail when reading someone else’s code. Students indicated that they needed more guidance on what types of errors to look for when performing the code review. Including some set of expectations that can help students map those expectations to the source code under review.

This study aimed to empirically investigate whether guided PCR could be effective in teaching CS2 students programming concepts. Additionally, the researcher investigated the possibility of helping students to retain information (from PCR sessions) to times when they develop their own code. Furthermore, the researcher also wanted to investigate if pair-based review can help with knowledge retention or sharing among students. To accomplish this, guided PCR sessions were conducted where students were asked to follow a provided checklist in order to systematically check for programming errors when reading source code on a line-to-line basis.

4.3.1. Study 3: Study Goal

The essential goal of this research was to evaluate the usefulness of guided (checklist) PCR on CS2 students’ learning with respect to the programming concepts of data structures and algorithms. More specifically, the researcher wanted to understand if checklist-based PCR could
guide students in understanding and overcoming common programming mistakes identified in the CS2 course. To accomplish these goals, four sessions of guided PCR study were conducted in one CS2 class wherein code samples were externally developed and seeded with faults (in consultation with the CS2 instructor). Students were asked to review code samples and log faults using the PCR checklist. Following each guided PCR session, students were asked to reflect on their review results, discuss errors, and ways to avoid them when developing their own programs. At the end of study, students provided feedback on the usefulness of guided PCR in an introductory programming course.

4.3.2. Study 3: Research Questions

The following research questions were formulated to accomplish the research goal:

- **Research Question 1 (RQ1):** *Which type of errors do students identify during guided PCR and why?*

- **Research Question 2 (RQ2):** *What is the effect of guided PCR on students learning of programming concepts in CS2 course?*

- **Research Question 3 (RQ3):** *What perceptions do students have on guided PCR and using it in CS2 course?*

4.3.3. Study 3: Participating Subjects

This study was conducted in a CS2 programming course at North Dakota State University. Sixteen students elected to participate in the study. The study sample was made up of CS and non-CS majors, most of whom completed CS1 or some other previous introductory programming course.
4.3.4. Study 3: Data Collection

The researcher collected both quantitative and qualitative data during the study run. The quantitative data included the number and category of errors found both by students individually and by students working in pairs during each of the guided PCR sessions. False positive errors were removed prior to the analysis by comparing the reported errors against the true errors that were seeded in each piece of code. The researcher also collected data regarding the number and type of errors overlooked during guided PCR sessions, students’ performance on assignments and quizzes pre-, post- and in-between PCR sessions. These quantitative data were collected to allow us to analyze whether guided PCR had any effect on CS2 students' learning of data programming concepts (RQ1). In addition, it allowed us to determine if there was any improvement in students' performance throughout the CS2 course (RQ1).

The qualitative data collected during the study included student reflection reports, and responses on the end-of-study survey (completed at the conclusion of all PCR sessions). The qualitative data will allow us to answer RQ2.

4.3.5. Study 3: Results and Analysis

This section presents the analysis of the data collected from the study and is organized around three research questions listed on the experiment design section of this study.

Research Question 1 (RQ1): Which type of errors do students identify during guided PCR and why?

This research question aimed at evaluating the use of guided PCR as a teaching technique in CS2 classroom.

The researcher examined the number of true errors reported by students when using guided PCR to review each piece of code. This was done in order to identify errors students were able to
report, errors students were not able to report, and the effect the reflection / discussion had on subsequent peer review performance. Figure 18 provides an overview of the results. To normalize the performance across each PCR session and error category, Figure 18 shows a comparison of the percentage (%) of error reported by students (when working individually) for each category of errors in each piece of code. Some of the major observations based on the analysis of data collected during the study run are discussed below:

![Figure 18: Percentage of Errors Reported by Category](image)

**Observation 1:** The graph shows low error reporting percentage for Code 1 (doubly linked list). This was because the instruments for the pilot session of guided PCR did not accurately capture the error description or the location of the error reported by students. While these instruments include the error reporting sheet and the reflection sheet, students mentioned that they needed more guidance on how to use the checklist to find and record errors. The researchers used this feedback from students to improve the design of the previously mentioned instruments before conducting subsequent guided PCR sessions. In addition, based on students' comments from the error and reflection sheets, students found it hard to conform to the code review process and needed
pointers on how to read checklist questions and compare them against the code under review. This study is referring to the first PCR session as the pilot run. For subsequent PCR sessions, the study included extensive training and developed more clear directions to ensure that participants were able to use the checklist to perform the code review.

**Observation 2:** The error categories with the highest total percentage (> 60%) of error reported by students were: arrays/linkedList/Trees, Output and flow of control. Initialization, declaration and method calls were the least reported error with 58% of the total errors being reported for each category by students. From Figure 18, the researcher notice that students did not report any errors in the pilot study (Code 1) for the output format error category. Because this is the first time students were exposed to a checklist, students did not thoroughly conform to the process of using the checklist in the pilot study. Flow of control category was the only error category where students maintained a progressive percentage increase in reporting errors. The researcher noticed a visible improvement in students’ ability to find flow of control errors, which covers logical errors (something an integrated development environment (IDE) cannot find). It shows that students are able to critically analyze individual pieces of code from a logical perspective.

**Observation 3:** Based on the results in Figure 18, the researcher also noticed that the performance of students across each piece of code fluctuates for the majority of the error category with the exception of flow of control error type. This is because the complexity of each piece of code differs, which provided a different level of challenge for the students to recognize and report the errors. In addition, the topic being covered in each piece of code was progressively more challenging than the previous topic. There was a significant increase in the percentage of output format error reported for code 3 because students mentioned (in their reflections) that they seemed
to have a better understanding of this particular topic area. This is interesting because it allows students to self-assess their knowledge based on their code review performance and can also guide instructors at identifying a good baseline knowledge at an individual and a class level. Flow of control error category maintained a steady increase in the overall percentage of errors reported by students. Majority of the students who participated in the study have completed CS1 and are familiar with using an IDE. Some errors that would normally be caught by the compiler, students may have grown accustomed to having the IDE report those and therefore be less prone to identifying them manually. This lead to students progressively reporting more flow of control (logical) errors than they do others.

**Observation 4 (Based on reflection sheet output):** The researcher analyzed student comments gathered from the reflection sheets to gain insight on the reasons students were unable to locate particular types of errors. Across each category of errors, more than 90% of the responses agree that they “did not notice the error”; in other words, they were unable to report those errors. Based on the survey questionnaire administered at the end of the guided PCR code sessions, the researcher also discovered that some students thought the checklist needed clearer guidelines as some of students abandoned it mid-way and used an ad-hoc approach. This is not surprising but does inform how improvements can be made to the checklist. In the future, to help students make better use of the checklist, the researcher will make the steps more specific, and provide training or a training document on guided PCR.

**Research Question 2 (RQ2): What is the effect of guided PCR on students learning of programming concepts in CS2 course?**

**Observation 5 (Correlational analysis):** The researcher performed correlation analysis between the total number of category errors reported per topic during guided PCR and the students’
performance on assignments covering specific topics. Based on the results in Table 9, students who are able to find more errors during the PCR session on a particular topic are able to score better on their lab assignments that covered the same topic. There was a positive (but non-significant, with the exception of Code Trees assignment) correlation across all four PCR sessions and their subsequent assignment performance. This suggests that students who are able to find more errors in someone else's code were able to retain and use that information when developing their own code. This also reinforces that the performance on the PCR session can be a good predictor of students’ understanding of a particular topic.

<table>
<thead>
<tr>
<th>PCR 1 vs lab1 Assignment</th>
<th>PCR 2 vs lab2 Assignment</th>
<th>PCR 3 vs lab3 Assignment</th>
<th>PCR 4 vs lab4 Assignment</th>
</tr>
</thead>
<tbody>
<tr>
<td>r = 0.1427</td>
<td>r = 0.486</td>
<td>r = 0.6381</td>
<td>r = 0.522</td>
</tr>
<tr>
<td>p = 0.5848</td>
<td>p = 0.047935</td>
<td>p = 0.005846</td>
<td>p = .031607</td>
</tr>
</tbody>
</table>

**Research Question 3 (RQ3): What perceptions do students have on guided PCR and using it in CS2 course?**

At the end of the four-week guided PCR sessions, a feedback survey was conducted. The goal of the survey was to gain insights on how useful the error checklist was in PCR and how impactful it was on students’ understanding of programming. Students rated their responses on a 5-point Likert scale [1= Strongly Disagree; 2= Disagree; 3= Neither Agree nor Disagree; 4= Agree; 5= Strongly Agree]. On examining the survey (see Figure 19), the researcher found that over 68% of the respondents indicated that PCR assisted in avoiding errors during their own code development, and 75% of respondents agreed that PCR helps in learning programming concepts. When asked if PCR is useful in verifying code quality, 100% of the students unanimously agreed.
There was positive feedback on the use of checklists in PCR with respect to how students felt about its application when developing their own code, when discussing results with peers, and when performing individual code reviews. Most of the students strongly agree that the checklist was useful when performing PCR. Figure 19 shows the topic areas students were able to improve their understanding of programming concepts when using guided PCR.

Figure 19: Survey Results on Students’ Perception of PCR
Overall, the study showed an improvement in students understanding CS2 programming concepts, specifically in the areas of graph searching, trees traversal, and array sorting. Survey results show that over 80% of the students would recommend using PCR in CS2 classroom.

4.3.6. Study 3: Discussion

The researcher performed independent t-test analysis on two separate CS2 courses. One course was administered in summer 2018 and the other in summer 2019. The same instructor taught both. The purpose of the test was to determine if with guided PCR students receive higher grades on their final exam (Summer 2019) versus the traditional teaching method that was implemented in the CS2 course in the previous years (summer 2018). The result shows that students in guided PCR achieve higher grades (The p-value = 0.016711) on their final exams compared to the previous years (when PCR was not used). There was an overall 21.666% percentage increase in students’ final exam for guided PRC compared to a CS2 course that did not participate in the experiment. While not all of this may be attributable to the use of guided PCR, the improvement in the performance is noteworthy and warrants further investigation in a controlled study.

The researcher also conducted a group review session and analyzed the new errors that were reported during the group review step of the PCR session. The researcher tabulated the average number of errors reported by students during the individual review vs. the average number of new errors reported during the group review (when students were paired). This was done for all four guided PCR sessions and the results are shown in Table 10. Based on these results, students though may be able to exchange their individual error performance with each other, are not able to find a large number of new errors (that none of the pair members had previously discovered).
Table 10: Individual vs Group Errors Found

<table>
<thead>
<tr>
<th>PCR Code 1</th>
<th>PCR Code 2</th>
<th>PCR Code 3</th>
<th>PCR Code 4</th>
</tr>
</thead>
<tbody>
<tr>
<td>Individual</td>
<td>23</td>
<td>78</td>
<td>72</td>
</tr>
<tr>
<td>Group</td>
<td>13</td>
<td>10</td>
<td>3</td>
</tr>
</tbody>
</table>

At the end of the summer 2019 survey, the researcher asked students to provide additional comments. The comments provided by students gave us additional insights on the usefulness of guided PCR in CS2 course. Below are some of the comments students provided followed by insights:

A. Students’ feedback: Group Discussion helps understand how each piece of code functioned.

   **Insights:** Students mentioned that they were able to think critically on each piece of code when working in pairs because they were able to discuss their perspectives and share knowledge. While this may not have resulted in finding a large number of additional errors, students enjoyed discussing their individual performances with their peers. This activity also helped students at discuss different things to look for when reviewing code and ways in which they can solve data structures and algorithms problems.

B. Students’ feedback: Guided PCR was more helpful when code was more complex in design

   **Insights:** This exercise exposes students to the experience of performing code review irrespective of the code complexity. Students are able to see the benefit of using a checklist when they are given a more complex program to review versus a less complex code. This experience student can take with them to the software industry. Additionally, instructors can use this feedback from students to determine more difficult to comprehend topics that they should target when using guided PCR in CS2 course.
C. **Students’ feedback: Error checklist needs improvement**

*Insights:* The researcher discovered that some students were unable to follow the error checklist thoroughly because steps were unclear and some of the students found the checklist distracting. The researcher plans to make improvements on the error checklist prior to conducting further experiments. The researcher will also need to conduct more extensive training that will communicate to the students the purpose of the checklist in PCR and demonstrate to the students the correct way to use the checklist.

D. **Students’ feedback: It would be good to keep doing it as it helped us make fewer errors when writing own code**

*Insights:* Students find guided PCR exercise valuable in teaching CS2 programming concepts. Students felt that they could benefit from participating in additional PCR sessions because they are able to self-assess their understanding of computer programs when reviewing their performance against the true list of seeded errors. This when done over a longer period of time can help students become better programmers as they are more mindful of mistakes they have discovered previously.

E. **Students’ feedback: Incorporate more CS2 topics**

*Insights:* Students commented that PCR could have benefitted their understanding of other CS2 topics. Some of these include teaching the concepts of static variable and polymorphism. This shows that students are experiencing difficulty in understanding those mentioned programming concepts and guided PCR can be used in the future to improve students’ understanding of these concepts.

In this dissertation, the researcher described how guided PCR was utilized to assist in students’ knowledge acquisition of programming concepts in CS2 course. This dissertation have
provided empirical data to support the increase in students' performance on assessments post guided PCR. The study shows that the current research was able to achieve the following:

- Assist students in learning data structure and algorithms programming concepts
- Improve students’ performance on lab assignments and final exam
- Facilitate communication among peers

**Threat to Validity:** Factors that may have affected the results of the research includes: The relatively small number of participating subjects, which limits the impact of the results. The researcher plan to conduct additional studies to address this threat. Second, the defects seeded in the code snippets were done manually may not be representative of naturally occurring faults. The researcher plan to conduct further studies to address these threats.

The researcher plan to improve on the current error checklist and incorporate a training process that covers the following:

- Convey to the students the importance of guided PCR
- Demonstrate to the students the proper way of using guided PCR

The researcher also plan to conduct further investigation on the usefulness of guided PCR in a controlled study.

Overall students had a positive experience using guided PCR and recommended frequent use of this exercise in CS2 course by instructors.

**4.4. Study 4: Team-Based Guided Peer Code Review CSE201**

In this study, the researcher aimed to empirically investigate whether guided PCR could be effective in teaching computer software engineering students (CSE) programming concepts and reinforces coding standards. Furthermore, the researcher aimed to identify the types of errors made by students in CSE classroom. Additionally, the researcher also wanted to investigate if pair-based
review can help with recording more errors. To accomplish this, a guided PCR session was conducted where teams of students were asked to follow a provided checklist in order to systematically check for programming errors and programming standards when reading source code developed by the team (self-review).

4.4.1. Study 4: Study Goal

The essential goal of this research was to evaluate the usefulness of guided (checklist) PCR on CSE students’ learning with respect to the programming concepts and coding standards. More specifically, the researcher wanted to understand if checklist-based PCR could guide students in finding errors and missed coding standards in CSE course. To accomplish these goals, a session of guided PCR study was conducted in three CSE classes taught by the same instructor. Students developed Java code in teams of two using a requirement document given by the instructor. Students were asked to review code developed by their team and log programming and coding standards errors using the PCR checklist.

4.4.2. Study 4: Research Questions

The following research questions were formulated to accomplish the research goal:

- **Research Question 1 (RQ1):** What errors do student programmers make when developing code while working in teams?

- **Research Question 2 (RQ2):** How effective are Software Engineering students at finding errors when using PCR checklist?

4.4.3. Study 4: Participating Subjects

This study was conducted in a CSE course at Miami University, Ohio. 70 students elected to participate in the study (35 teams of two). The study sample was made up of CS and non-CS majors, most whom completed CS1 or some other previous introductory programming course.
4.4.4. Study 4: Study Procedure

The study was conducted in three sections of CSE classes and lasted for approximately 50 minutes. During the PCR session, teams were given their own code they developed to review. The source lines of codes (SLOC) for each Java file varied by team. The Java codes were developed by teams of students from a lab requirement document that was given by the instructor of the three CSE sections and included OOP concepts such as ArrayList, strings, file handling, string handling, string matching and substring matching. The study procedure included the following major steps:

Step 1: Introduction to PCR: Students were introduced to guided PCR and the purpose of the study.

Step 2: Team-based Peer Code Review

4.4.5. Study 4: Data Collection

The researcher collected quantitative data during the study run. The quantitative data included the number errors found both by teams during each of the guided PCR sessions and the number of errors found that correspond to each PCR question. These quantitative data were collected to allow us to analyze whether guided PCR was effective in helping students to find errors, learning programming concepts and coding standards (RQ2). The qualitative data collected during the study included student reflection reports. The qualitative data will allow us to answer RQ2.

4.4.6. Study 4: Results and Analysis

This section presents the analysis of the data collected from the study and is organized around two research questions listed on the experiment design section of this study.
**Research Question 1 (RQ2):** What errors do student programmers make when developing code while working in teams? This research question aimed to evaluate the types of errors computer software engineering students make when developing code in teams. The researcher examined the number of true errors recorded by a grader when using the requirement document to grade team lab assignment. Figure 20 provides an overview of the results.

**Figure 20: Errors CSE Students Make When Developing Code in Teams**

**Discussion:** The graph shows that most of the errors teams made when developing their own code related to coding standards. This was because CSE 201 students would have completed CS1 programming courses and had a good grasp on concepts such as OOP (e.g. `arrayList`, strings, file handling, string handling, string matching and substring matching). The error category with the highest frequency was insufficient method comments. The data showed no recorded errors for any form of logical errors relating to arrays or the program itself.
**Research Question 2 (RQ2):**  How effective are Software Engineering students at finding errors when using PCR checklist?

This research question aimed to evaluate the use of guided PCR as a teaching technique in CSE2 classroom. The researcher examined the number of true errors reported by the grader when grading team lab projects and the number of errors reported by teams when using guided PCR to review their own lab project. This was done in order to identify the number of errors students were able to report, and the number of errors students were not able to report, Figure 21.

![Figure 21: Number of Errors Made during Code Development vs. Number of Errors Found during PCR session](image)

**Discussion:** From Figure 21 the researcher noticed that the number of errors teams reported during guided PCR session was in most cases significantly lower than the number of errors made during their code development. In a few cases some teams (that is, team 3, 4, 10, 17, 20, 22, 24) were able to identify more errors than what was recorded by the grader after their code development. This is because the guided PCR contained more questions than the lab requirement document.
5. DISCUSSION

The studies conducted in this dissertation provided evidence that active learning engagement strategies embedded in a cyber-learning environment (SEP-CyLE) improved students’ engagement and learning. It was found that using SEP-CyLE in CS1 classrooms could help motivate students to be more involved in their own learning. Additionally, evidence suggests that PCR can be adapted to foster collaborative learning through peer-to-peer interaction and collaboration through social constructs.

The systematic literature review (SLR) results revealed that Gamification had a positive impact on student learning. This dissertation identified most commonly used GEs in different STEM courses and provided recommendation for adapting them to SEP-CyLE infrastructure. The SLR process also evaluated primary studies, analyzed the application of game mechanics in an educational context and its impact on user motivation, engagement, participation, etc. The results show that integrating gamification elements into STEM education helps in achieving positive educational outcomes. Particularly, points and badges when used in SEP-CyLE has a positive impact on student engagement and learning.

The results obtained during the analysis of the primary studies show that the existing literature on gamification is more utilized in computer science level one courses (CS 1). Most of the studies examined CS1 programming courses. This shows an important gap that must be addressed since other STEM courses (example chemistry and physics) and other areas of computer science (such as CS2 and software engineering) have not been studied to their full extent. Another shortcoming identified was that most of the studies make use of the most common GE, which are; leaderboard, badge and points. This reflects that researchers do not focus on intrinsic motivation such as psychological and behavioral variables. The use of GE which is too simple can lead to
some students not finding gamified learning activity engaging hence enthusiasm for utilizing the platform diminished after two or three days.

These shortcomings of previous studies motivated the design and implementation of follow-up studies to investigate the impact of learning engagement strategies on student learning across different courses and institutions. A variety of learning engagement strategies were developed and analyzed across multiple studies at North Dakota State Universities and across different universities. The results from these studies showed that combining gamification with collaborative learning helps students’ learning and engagement.

Study 2 revealed that introducing collaborative learning in CS1 classroom as an active teaching technique helps in the improvement of students’ knowledge of programming concepts. In addition, collaborative learning helps students and instructors in the following ways:

1. It encourages students to critically analyze programs in terms of program design as they try to either predict output or when trying to discover errors present in the code
2. It provides instructors a means of making students self-discover most common programming errors
3. It reinforces students to think about the errors they may have discovered in someone else’s code when developing their own code which in turn can help students become better programmers
4. It also allows students to understand different ways in which a programming task can be solved and exposes them to different ways of algorithm designs
5. Collaborative learning can also help students learn important skills on how to comprehend someone else’s code and learn how to develop code that is easy to comprehend for others as well.
Study 3 showed that the implementation of collaborative learning in CS2 classroom had a positive impact on students’ final exams compared to the previous years where no collaborative technique was used in the classroom. Furthermore, team collaboration seemed to be more effective for CS2 students because students were able to think critically when working in pairs due to sharing of knowledge. This shows that care must be taken w.r.t the implementation of any collaborative techniques in CS learning material.

The researcher also found that SEP-CyLE in a variety of way helps students improve their conceptual knowledge of computer programming. Collaborative learning proved to be more advantageous to CS1 students; however, CS2 students were more engaged in verbal conversation with peers when working in groups, which led to a better understanding of a program. Digital LOs and PCR helped students’ progress in their assignments and also helped at improving their course grades. Based on the results from the studies, SEP- CyLE could be extended to incorporate collaborative learning (PCR) for easier and frequent dissemination of course material. This would help instructors to quickly extra feedback and provide additional course materials to teams of students in a cyberlearning environment that would support peer-to-peer learning.

Motivated by the results of learning engagement strategies shortcoming in SEP-CyLE, the researcher are planning to include more digital learning objects in SEP-CyLE that will focus on students’ learning of programming concepts in a collaborative manner. The researcher are also planning to include more GE's for example, badges and levels to conduct further studies on their impact on students’ motivation, learning and engagement. Our SEP-CyLE infrastructure can be used by other interested computer science educators and researchers to support pedagogy in their classrooms.
6. CONCLUSION

This section discusses the major contribution of the work described in this dissertation to Computer science and Software Engineering education research and practice. This section also enlists the publications that will be the output of this dissertation work.

6.1. Contribution to Research and Practice

The main goal of this thesis is to enrich computer science education by deepening our understanding of learning engagement strategies: Gamification, and Collaborative Learning. This work will add to the body of knowledge in computer science education by providing a better understanding of the implementation different learning engagement strategies: Gamification, and Collaborative Learning. This work presents detailed insights into ELES in SEP-CyLE that can be used to improve student motivation and will be supported by the results of the studies (described in Chapter 4).

The researcher believe that if these ELEs are successfully used, they can support learning by enhancing students’ engagement and motivation in a cyberlearning environment and face-to-face classroom. The results from proposed work will determine the extent of the usefulness of SEP-CyLE in a variety of classroom settings. This work contributes to the computer science pedagogy by providing evidence of the benefits of learning engagement strategies that can be used to support student learning individually and through collaboration with peers. Our SEP-CyLE infrastructure can be used by other interested computer science educators and researchers to support pedagogy in their classrooms.

6.2. List of Publications

This section describes the publications that resulted from the work done for this dissertation.
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APPENDIX. SYSTEMATIC LITERATURE REVIEW RESULTS

A.1. Results of the Research Questions

In this section the researcher present the result of the systematic literature review and Co-Citation Analysis. This Sections describes the result for research questions RQ1-RQ4, respectively.

**RQ1:** *What are most commonly reported gamification elements in STEM education?*

This section discusses the results of the first research question. Gamification is defined as a technique that reuses game elements in a non-game context, which helps promote better user experience by improving students’ motivation and engagement. This SLR focuses on the list of GEs (gamification elements) that have been used in different disciplines of STEM education. Based on our literature review, the researcher identified twenty-two commonly used GEs in the educational contexts. The researcher have provided brief descriptions of each GE below (Figure 4). We counted the number of times (frequency) each of the above GEs appeared in the primary studies. Figure 5 also shows the number of times each of the different GEs was identified in the primary study. Based on the results, leaderboard (appeared in 19 studies) followed closely by badges (appeared in 18 studies) and points (appeared in 17 studies), have been the most widely recognized (and reported) game element in STEM education. Level was reported as the fourth commonly used GE. The remaining 18 GEs had much fewer papers reporting the evidence on their impact of student learning.

A Wordle [https://www.jasondavies.com](https://www.jasondavies.com) word-cloud was created utilizing the names of the gamification elements that appears in each primary study. The visual word-cloud gives a descriptive overview of the most active gamification element in the literature, see Figure A.1. The word with the largest font is the more common word that appear in each study. In the case of
Figure A.1, the word cloud clearly shows that leaderboard is the most commonly used GE in the studies.

![Figure A.1: Visual Word Cloud of the GEs for the Primary Studies](image)

**RQ2:** *What disciplines in STEM use gamification?*

The researcher identified the subject area of each primary study, Figure A.8 (Empirical Evidence of Usefulness of GEs in STEM Education), and mapped them to the STEM disciplines, Figure A.2. The results shows that Formal Sciences (Computer Science, Mathematics, Software Engineering) is the field with the greater number of primary studies with GEs supporting it (53.3%), followed by Applied Sciences (Engineering, Technology, Medical) (40.0%) The least supported discipline is Natural Sciences (Biology, Biotechnology) (6.7%). Meanwhile, there was no recording of GEs support in Humanities and Social Sciences field of study. Figure A.3 shows the number of publications by course. Within the STEM field computer science leads the bar chart with ten publications having empirical evidence on gamification.
RQ3: What is the evidence of impact of those game elements on student learning and student engagement?

The effects on gamification in education suggest that it is a promising technique that could be introduced into learning material. Most of the studies have shown that gamification contributes
to improvement in students’ motivation, performance and their participation. Listed below is the frequency of the outcome of gamification on students.

Motivation -------------------------------------- Frequency of 15
Performance -------------------------------------- Frequency of 10
Participation -------------------------------------- Frequency of 9
Learning and engagement -------------------------------- Frequency of 7
Competence, immersion and satisfaction --------------- Frequency of 1

- **Motivation:** The largest positive impact of gamification elements were found on motivation (appeared in 15 primary studies). The primary studies measured motivation in terms of students’ willingness to complete the task because of incentives (e.g., points). LB, B, L, P all showed a positive impact on student motivation either when used individually or when used in conjunction.

- **Performance:** Multiple primary studies (10) reported positive improvement in student grades (a measure of performance) because of gamification. LB and P had the most impact on student performance.

- **Participation:** Gamification elements (especially Leaderboard and Challenges) showed a positive impact on Students active involvement in completing the task.

- **Learning and Engagement:** Learning (the ability of students to acquire knowledge) and engagement (students showing commitment to completing the task) were each reported by seven primary studies to have been impacted by gamification elements.

- **Competence, Immersion, and Satisfaction:** Competence (completing a task correctly), Immersion (Deep but effortless involvement in a task), and Satisfaction (enjoyment when
completing gamified task) only appeared in a single primary study and was limited in terms of empirical evidence.

Follow is the definition for the top eight study outcome.

- **Motivation** - Students were willing to complete task as a result of the incentives (GEs)
- **Performance** - Improvement in students’ grades
- **Participation** - Students active involvement in completing task
- **Learning** - The ability of students to acquire knowledge
- **Engagement** - Students showing commitment to completing task
- **Competence** - Student completing a task correctly
- **Immersion** - Deep but effortless involvement in a task
- **Satisfaction** - Students enjoy completing gamified task

A Wordle https://www.jasondavies.com word-cloud was created utilizing the impact of gamification elements that appears in each primary studies (study result). In the visualization, common English words (e.g. the, of) have been removed. Similar words have been grouped also (e.g., motivation, motivating). The visual word-cloud word frequency gives a descriptive overview of the empirical evidence of the usefulness of GEs in STEM education, see Figure. A 4. It is clear that the major impact of GEs on students are:

- **Motivation**
- **Participation**
- **Performance**
- **Engagement**
- **Learning**
RQ4: How can answers to RQ1 and RQ3 be incorporated into the design of cyber learning environments in CS/SE education?

As previously mentioned, leaderboard, badges, points and levels are the top GEs that have been empirically evaluated in the literature. As SEP-CyLE already incorporates points and leaderboards in its system, badges and levels are the obvious choice for addition, as they have shown positive impact on students learning in most cases. While it is clear that certain game elements such as badges can help to motivate students, incorporation of any gamification element to SEP-CyLE would need to be empirically verified.

Though gamification has shown positive effect in most of the cases, the authors have also identified potential downsides. There were some studies where the students were not motivated and, in some cases it had a negative effect on them by reducing their intrinsic motivation [52]. This should be an important factor to take into consideration while designing the learning material with game elements in it. The researcher must make sure that there is not only extrinsic motivation, but also the intrinsic motivation on the part of the students, though motivating the students intrinsically is not an easy task. It is always important to track if a student is losing interest on the learning material or not. If they are losing interest, then the system should make some intervention to restore their interest on the topic.
A.2. Discussion of the Results

This section discusses put findings and insights about the use of gamification in stem education.

RQ1: What are most commonly reported gamification elements in STEM education?

Overall, the study identified 31 relevant sources that were searched, as shown in Figure A.5. The continent contributing the most papers to gamification in STEM education is Europe followed by North America.
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From the included 31 study, a total of 22 gamification elements commonly used in in STEM courses were identified. A combination of GEs contributed to the outcome of each primary study. This combination does not allow readers to know exactly which GE is associated with particular effects in students. The top four GEs used in the study incorporated in this SLR are leaderboard, badges, points, and levels. However, studies did not highlight which of the GE had more impact on student engagement and learning or in what percentage. Further study is required in order to isolate the impact of each GE on students learning.
RQ2: What disciplines in STEM use gamification?

The result of the study shows that number of publication by discipline was greater in the field of Formal Sciences specifically computer science. There is a minor presence of GEs in areas such as biology, chemistry and physics (that is, the Natural Sciences). These findings agree with previous results reported by Dicheva et al who also observed a tendency to apply gamification to the Formal Sciences (mainly Computer Science (CS) / Information Technology (IT). What does this mean? It means that researchers can learn from this study by implementing some of the GEs from the Formal Sciences to other fields [14]. The lack of instructors’ ability to adopt to the digital era or maintaining digital instructional materials could be the reason for these findings [14]. Hence, more online educational tools are needed that involve other STEM areas in order to gather empirical data. For the top five courses (computer science, mathematics, software engineering, engineering and technology), the GEs that is mostly used are as follow:

- Computer science – points, leaderboard and badges all occurred within seven (7) times of the included publications.
- Mathematics – levels occurs three (3) times in the studies
- Software Engineering (SE) – Point was used two (2) times in SE studies
- Engineering – point was used in three (3) of the studies, levels in four (4) of the studies, badge in five (5) of the studies and leaderboard in three (3) of the studies
- Technology – leaderboard and levels tied at four (4), while points was used three (3) times in the studies.
RQ3: What is the evidence of impact of game elements on student learning and student engagement?

Gamification is mostly studied to look at the impact on student motivation; thus, also affecting student participation and academic performance. When analyzing the studies in detail most studies mainly focused on the effect of using GEs by students and a system. This might explain why motivation is a dominant dependent variable. The impact GEs have on learning and student engagement was reported positive in 14 of the studies. In addition, gamification was used as a device to motivate students in conforming to desired behaviors, such as being participative in the classroom, students arrived in class on time, reading of course materials [19, 3, 31]. Overall, it is questionable how researchers do not focus on intrinsic motivation such as psychological and behavioral variables. Even though there is more weight on positive outcomes, there are some negative effects of gamification on students. Barata showed that some students did not find the gamified learning activity engaging and enthusiasm for utilizing the platform diminished after two or three days [2]. Additionally, Auvinen reported that neither badges nor heat maps influenced the behavior of majority of the students [39]. Haaranen indicated that badges had an exceptionally negative impact on a student that “died internally” every time he saw the badges [18].

One of the paper revealed that gamification had constructive outcome on women [4]. Lehtonen et al found that the users of Finnish version utilized the framework for a more extended time and completed more activities than that of the English version users [33], which explains the impact of gamification on localization. This localization played an important part and affected the excitement of the user to use the learning environment.

RQ4: How can answers to RQ1 and RQ3 be incorporated into the design of cyber learning environments in CS/SE education?
The results from this review can assist the development (or re-design) and subsequent validation of SEP-CyLE. While SEP-CyLE already has the two of the most common gamification elements (Points and Leaderboard) incorporated, the researcher would like to add badges and progress bars into SEP-CyLE and measure how these gamification elements would affect the student learning. Based on the result of the study as summarized in Figure A.8 (Empirical Evidence of Usefulness of GEs in STEM Education), the researcher also propose the re-designing of SEP-CyLE to include more learning object for SE (Software Engineering) course and GEs that have proven to have a positive impact on students learning and engagement in SE. Empirical studies should follow to know which GEs is best suited for students’ enrolled SE course. In addition, empirical studies may be done to assess the impact of GEs on motivation, performance and participation.

**A.3. Conclusion**

In this section, a systematic literature review study has been conducted to analyze the use of gamification in STEM courses. The scope of this SLR was gamification in STEM wide discipline, thus only education or serious games were considered. This study identify the most commonly used GE in different STEM courses. The researcher also evaluate the primary studies, seeking to analyze how the application of game mechanics in an educational context affect aspects such as user motivation, user engagement, user participation, etc. were impacted. The results show that integrating gamification elements into STEM education helps in achieving positive educational outcomes. Particularly, the addition of gamification elements into the online learning material has been shown to acts as a motivation factor for students to become more active in learning.
The results obtained during the analysis of the primary studies show that the existing literature on gamification is more utilized in computer science level one courses (CS 1). Most of the study examined look at programming within CS1 curriculum. This show up an important gap that must be address since other STEM course (example chemistry and physics) and other areas of computer science (such as software testing and software engineering) have not been studied to their full extent.

Another shortcoming identified was that most of the studies make use of the most common GE, which are; leaderboard, badge and points. This reflects that researchers do not focus on intrinsic motivation such as psychological and behavioral variables. The use of GE which are too simple can lead to some students not finding gamified learning activity engaging hence enthusiasm for utilizing the platform diminished after two or three days.

One other gap that the researcher were able to identify is the nonexistence of empirical study that shows the impact GE has on gender. We would like to see study carried out on this topic to see the difference between female and male performance as well as to highlight different ways in which gender are motivated. The researcher would like to also see ways in which gamification can be used to pursue STEM studies and retain women in the STEM field, particularly computer science.

Results are intended to be applied in the area of gamification in computer science / software engineering and will be used to improve the design and usability of an online learning environment by extending the range of STEM course supported in the online environment. While there are some studies underway, the researcher plan to report the results and conduct additional studies guided to build a larger body of evidence on usefulness of gamification in CS/SE education.
The researcher invite researchers to conduct more studies that focus on other STEM courses outside of computer science. The researcher foresee that within the next decade, there will be more empirical evidence in STEM to further support its application.